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1  Introduction

This guide provides information on programming the S1D13806 Embedded Memory 
Display Controller. Included are algorithms which demonstrate how to program the 
S1D13806. This guide discusses Power-on Initialization, Panning and Scrolling, LUT 
initialization, LCD Power Sequencing, SwivelView™, etc. The example source code refer-
enced in this guide is available on the web at www.erd.epson.com.

This guide also introduces the Hardware Abstraction Layer (HAL), which is designed to 
simplify the programming of the S1D13806. Most S1D1350x, S1D1370x, and S1D1380x 
products have HAL support, thus allowing OEMs to do multiple designs with a common 
code base.

This document will be updated as appropriate. Please check the EPSON Electronics 
America website at www.eea.epson.com, or the  EPSON Research and Development 
website at www.erd.epson.com for the latest revision of this document and source before 
beginning any development.

We appreciate your comments on our documentation. Please contact us via email at 
documentation@erd.epson.com.
Programming Notes and Examples S1D13806
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2  Initialization

This section describes how to initialize the S1D13806. Sample code for performing initial-
ization of the S1D13806 is provided in the file init1386.c, which is part of the file 
86sample.zip and available on the internet at www.erd.epson.com.

S1D13806 initialization can be broken into three steps.

• Enable the S1D13806 controller (if necessary identify the specific controller).

• Set all the registers to their initial values.

• Program the Look-Up Table (LUT) with color values. This section does not deal with 
programming the LUT, for details see Section 4, “Look-Up Table (LUT)” .

The simplest way to generate initialization tables for the S1D13806 is to use the utility 
program 1386cfg.exe which to generates a header file that can be used by Windows CE or 
the HAL. Otherwise modify the init1386.c file directly.

The following table represents the sequence and values written to the S1D13806 registers 
to control a configuration with these specifications:

• 640x480 color format 1 dual passive LCD @ 78Hz.

• 16-bit data interface.

• 8 bit-per-pixel (bpp) color depth - 256 colors.

• 40 MHz input clock CLKI.

• CLKI used for BUSCLK (1:1); PCLK (2:1); MCLK (1:1).

• Embedded SDRAM.

Table 2-1: S1D13806 Initialization Sequence

Register Value Notes See Also

[001h] 0000 0000 Enable the Memory/Register Select Bit.

[1FCh] 0000 0000 Disable the display outputs.

[004h]

[005h]

[008h]

[009h]

0000 0000

0000 0000

0000 0000

0000 0000

Setup GPIO as inputs; force low if outputs. The OEM may wish 
GPIO for other purposes which our example does not 
accommodate for.

[010h]

[014h]

[018h]

[01Ch]

0000 0000

0001 0000

0000 0010

0000 0010

Program the Clock Source selects.

In this case we have a single input clock source attached to the 
CLKI pin. This example uses this as BUSCLK, as MCLK and 
divide by 2 for PCLK. The CRT clock and MediaPlug clocks are 
set to CLKI2 reducing power consumption (there is no CLKI2 in 
this example). If either the CRT or MediaPlug is to be used an 
input clock must be enabled before accessing the control 
registers or LUT.

[01Eh] 0000 0001 Program CPU Wait States. see REG[01Eh] for details
S1D13806 Programming Notes and Examples
X28B-G-003-04 Issue Date: 01/02/26
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[020h]

[021h]

[02Ah]

[02Bh]

1000 0000

0000 0011

0000 0000

0000 0001

Program the Frame Buffer Memory Configuration 
Registers.

see REG[020h] - 
REG[02Bh] for details

[030h]

[031h]

[032h]

[034h]

[035h]

[036h]

[038h]

[039h]

[03Ah]

[03Bh]

[03Ch]

0010 0110

0000 0000

0100 1111

0001 1111

0000 0000

0000 0000

1101 1111

0000 0001

0010 1100

0000 0000

0000 0000

Program the LCD Panel type and Panel Timing Registers.

Panel width = 16-bit; Color Format = don’t care; Color Panel 
selected; Dual Panel selected; Passive LCD selected.

MOD rate = don’t care; 

Display width = 640 pixels = 4Fh.

Horizontal and Vertical Non-display time has been adjusted to 
provide 78Hz frame rate.

TFT FPLINE registers = don’t care for passive panels.

Display height = 480 therefore register = 1DFh

TFT FPFRAME = don’t care for passive panels.

[040h]

[041h]

[042h]

[043h]

[044h]

[046h]

[047h]

[048h]

[04Ah]

[04Bh]

0000 0003

0000 0000

0000 0000

0000 0000

0000 0000

0100 0000

0000 0001

0000 0000

0000 0000

0000 0000

Program the Display Output Format and Start Locations for 
the LCD output. This includes programming the FIFOs.

Select 8 bpp in REG[040h]

Ensure that the Dual Panel Buffer is enabled REG [41h] bit 0 = 
0

LCD Start Address should typically be from location 0 in the 
frame buffer.

Pixel Pan register is 0 for normal operation.

Memory offset register is set to ‘the panel width for normal 
operation, therefore 640 ÷ 2 for words = 320 words= 140h 
words

Set FIFO values to 0 for “automatic” calculation.

[050h]

[052h]

[053h]

[054h]

[056h]

[057h]

[058h]

[059h]

[05Ah]

[05Bh]

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

Program the CRT/TV Timing control registers.

All values are = don’t care for this example.

Table 2-1: S1D13806 Initialization Sequence (Continued)

Register Value Notes See Also
Programming Notes and Examples S1D13806
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[060h]

[062h]

[063h]

[064h]

[066h]

[067h]

[068h]

[06Ah]

[06Bh]

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

Program the CRT/TV Display Output Format and 
Configuration Registers including the FIFOs.

For this example, these values are = don’t care.

[070h]

[071h]

[072h]

[073h]

[074h]

[075h]

[076h]

[077h]

[078h]

[07Ah]

[07Bh]

[07Ch]

[07Eh]

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

Program the LCD Ink Layer/Cursor Control, Position, Color 
and FIFO registers.

For this example, since no Ink Layer or Cursor is used, these 
registers are = don’t care.

[080h]

[081h]

[082h]

[083h]

[084h]

[085h]

[086h]

[087h]

[088h]

[08Ah]

[08Bh]

[08Ch]

[08Eh]

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

Program the CRT/TV Ink Layer/Cursor Control, Position, 
Color and FIFO registers.

For this example, since no Ink Layer or Cursor is used, these 
registers are = don’t care.

Table 2-1: S1D13806 Initialization Sequence (Continued)

Register Value Notes See Also
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[100h]

[101h]

[102h]

[103h]

[104h]

[105h]

[106h]

[108h]

[109h]

[10Ah]

[10Ch]

[10Dh]

[110h]

[111h]

[112h]

[113h]

[114h]

[115h]

[118h]

[119h]

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

0000 0000

Program the 2D acceleration (BitBLT) registers to a known 
state.

[1E0]h

[1E2h]

[1E4h]

0000 0001

0000 0000

0000 0000

Program the Look-Up Table to a known state.

Selects LUT access to the LCD LUT only. Programming the 
Look-Up Table is dealt with in a separate section of this 
document. The init1386.c file shows the example.

see Section Section 4, 
“Look-Up Table (LUT)” on 
page 19.

[1F0h]] 0001 0000
Turn off Power Save Mode.

Sets reserved bit to 1.

[1F4h] 0000 0000 Disable Watchdog Timer. ‘

[1FCh] 0000 0001

Enable the Display.

For this example, enable the LCD panel only. Note that the 
LCD Power Sequencing procedures outlined in Section 7.1, 
“Enabling the LCD Panel” should be used when enabling 
the LCD panel.

see REG[1FCh]

Table 2-1: S1D13806 Initialization Sequence (Continued)

Register Value Notes See Also
Programming Notes and Examples S1D13806
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3  Memory Models

The S1D13806 is capable of several color depths. The memory model for each color depth 
is packed pixel. The S1D13806 supports 4, 8, and 16 bit-per-pixel (bpp) memory models.

3.1  Display Buffer Location

The S1D13806 supports a display buffer of 1.25M byte embedded SDRAM. The display 
buffer is memory mapped and is accessible directly by software. The memory block 
location assigned to the S1D13806 display buffer varies with each individual hardware 
platform.

For further information on the display buffer, see the S1D13806 Hardware Functional 
Specification, document number X28B-A-001-xx.

3.2  Memory Organization for 4 Bpp (16 Colors/16 Gray Shades)

Figure 3-1: Pixel Storage for 4 Bpp in One Byte of Display Buffer

In this memory format each byte of display buffer contains two adjacent pixels. Setting or 
resetting any pixel will require reading the entire byte, masking out the upper or lower 
nibble (4 bits) and setting the appropriate bits to 1.

Four bit pixels provide 16 gray shades/color possibilities. For monochrome panels the gray 
shades are generated by indexing into the first 16 elements of the green component of the 
Look-Up Table (LUT). For color panels the 16 colors are derived by indexing into the first 
16 positions of the LUT.

Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

Pixel 0
 Bits 3-0

Pixel 1
 Bits 3-0
S1D13806 Programming Notes and Examples
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3.3  Memory Organization for 8 Bpp (256 Colors/16 Gray Shades)

Figure 3-2: Pixel Storage for 8 Bpp in One Byte of Display Buffer

At a color depth of eight bpp each byte of display buffer represents one pixel on the display. 
At this color depth the read-modify-write cycles of 4 bpp are eliminated making the update 
of each pixel faster.

Each byte indexes into one of the 256 positions of the LUT. The S1D13806 LUT supports 
four bits per primary color. This translates into 4096 possible colors when color mode is 
selected. Therefore the displayed mode has 256 colors available out of a possible 4096.

When a monochrome panel is selected, the green component of the LUT is used to 
determine the gray shade intensity. The green indices, with only four bits, can resolve 16 
gray shades.

Note
When a monochrome panel (REG[030h] bit 2 = 0) is selected, a four bpp color depth 
also provides 16 gray shades and uses less display buffer.

Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

Pixel 0
Bits 7-0
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3.4  Memory Organization for 16 Bpp (65536 Colors/64 Gray Shades)

Figure 3-3: Pixel Storage for 16 Bpp in Two Bytes of Display Buffer

At a color depth of 16 bpp the S1D13806 is capable of displaying 65536 colors. The 65536 
color pixel is divided into three parts: five bits for red, six bits for green, and five bits for 
blue. In this mode the LUT is bypassed and output goes directly into the Frame Rate 
Modulator.

When dithering is enabled (REG[041h) bit 1) the full color range is available on all display 
types. If dithering is disabled the full color range is only available on TFT/D-TFD or CRT 
displays. Passive LCD displays are limited to using the four most significant bits from each 
of the red, green and blue portions of each color resulting in 4096 (24 × 24 × 24) possible 
colors.

Should monochrome mode be chosen at this color depth, the output sends the six bits of the 
green LUT component to the modulator for a total of 64 possible gray shades. If dithering 
is disabled, the maximum number of gray shades is 16.

Bit 15 Bit 14 Bit 13 Bit 12 Bit 11 Bit 10 Bit 9 Bit 8

Red Component
Bits 4-0

Green Component
Bits 5-3

Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

Green Component
Bits 2-0

Blue Component
Bits 4-0
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4  Look-Up Table (LUT)

This section discusses programming the S1D13806 Look-Up Table (LUT). Included is a 
summary of the LUT registers, recommendations for color/gray shade LUT values, and 
additional programming considerations. For a discussion of the LUT architecture, refer to 
the S1D13806 Hardware Functional Specification, document number X28B-A-001-xx.

The S1D13806 is designed with a separate LUT for both the LCD and CRT/TV. Each LUT 
consists of 256 indexed red/green/blue entries. Each LUT entry is four bits wide. The color 
depth determines how many indices are used to output the image to the display. 4 bpp uses 
the first 16 indices, 8 bpp uses all 256 indices, and 16 bpp color depths bypass the LUT 
entirely.

In color modes, the pixel values stored in the display buffer index directly to an RGB value 
stored in the LUT. In monochrome modes, the pixel value indexes into the green 
component of the LUT and the amount of green at that index controls the intensity. 
Monochrome mode look-ups are done based on the Color/Mono Panel Select bit 
(REG[030h] bit 2). The CRT interface receives the RGB values from the LUT even if 
simultaneous display is used with a monochrome panel. Therefore, it is important to 
program the R, G, and B components of the CRT LUT either with a unique set of values, 
or with R, G, and B values all equivalent.

4.1  Registers

The S1D13806 is designed with a separate LUT for both the LCD and CRT/TV. The LUT 
Mode register selects which of the LUTs will be accessed by the CPU when reads/writes 
are made to REG[1E2h] and REG[1E4h]. LUT mode selection allows the LUTs to be 
individually written or have identical data written to both LUTs. Individual writes to these 
registers are useful for Epson Independent Simultaneous Display (EISD) modes where 
independent images are displayed on the LCD and the CRT/TV. For further information on 
Epson Independent Simultaneous Display, see the S1D13806 Hardware Functional Speci-
fication, document number X28B-A-001-xx.

For normal operation, this register should be set to 00h which will read the LCD LUT and 
write both the LCD and CRT/TV LUTs with identical data. For selection of other LUT 
modes, see REG[1E0h] in the S1D13806 Hardware Functional Specification, document 
number X28B-A-001-xx.

REG[1E0h] Look-Up Table Mode Register

n/a n/a n/a n/a n/a n/a
LUT Mode

 Bit 1
LUT Mode

 Bit 0
Programming Notes and Examples S1D13806
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The LUT address register selects which of the 256 LUT entries will be accessed. Writing 
to this register will select the red bank. After three successive reads or writes to the data 
register (REG[1E4h]) this register is automatically incremented by one.

This register is where the 4-bit red/green/blue data is written to/read from. With each 
successive read or write the internal bank select is incremented. Three successive reads 
from this register will result in reading the red, then the green, and finally the blue values 
associated with the index set in the LUT address register.

After the third read the LUT address register is incremented and the internal bank select 
points to the red bank again.

4.2  Look-Up Table Organization

• The Look-Up Table treats the value of a pixel as an index into an array of colors or gray 
shades. For example, a pixel value of zero would point to the first LUT entry, whereas a 
pixel value of seven would point to the eighth LUT entry.

• The value contained in each LUT entry represents the intensity of the given color or 
gray shade. This intensity can range in value between 0 and 0Fh.

• The S1D13806 Look-Up Table is linear. This means increasing the LUT entry number 
results in a lighter color or gray shade. For example, a LUT entry of 0Fh in the red bank 
results in bright red output while a LUT entry of 05h results in dull red.

REG[1E2h] Look-Up Table Address Register
LUT Address 

Bit 7
LUT Address 

Bit 6
LUT Address 

Bit 5
LUT Address 

Bit 4
LUT Address 

Bit 3
LUT Address 

Bit 2
LUT Address 

Bit 1
LUT Address 

Bit 0

REG[1E4h] Look-Up Table Data Register
LUT Data 

Bit 3
LUT Data 

Bit 2
LUT Data 

Bit 1
LUT Data 

Bit 0
n/a n/a n/a n/a

Table 4-1: Look-Up Table Configurations

Display Mode 4-Bit Wide Look-Up Table

Effective Gray 
Shades/Colors on an 
Passive Panel With 
Dithering Disabled

Effective Gray 
Shades/Colors on a 
Passive Panel With 
Dithering Enabled

RED GREEN BLUE
4 bpp gray 16 16 gray shades 16 gray shades

8 bpp gray 16 16 gray shades 16 gray shades
16 bpp gray 16 gray shades 64 gray shades
4 bpp color 16 16 16 16 colors 16 colors

8 bpp color 256 256 256 256 colors 256 colors
16 bpp color 4096 colors 65536 colors

= Indicates the Look-Up Table is not used for that display mode
S1D13806 Programming Notes and Examples
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4.2.1  Color Modes

In color display modes, the number of LUT entries used is automatically selected 
depending on the color depth.

4 bpp color

When the S1D13806 is configured for 4 bpp color mode the first 16 entries in the LUT are 
used. Each byte in the display buffer contains two adjacent pixels. The upper and lower 
nibbles of the byte are used as indices into the LUT.

The following table shows LUT values that will simulate those of a VGA operating in 16 
color mode.

Table 4-2: Suggested LUT Values to Simulate VGA Default 16 Color Palette

Index Red Green Blue
00 00 00 00
01 00 00 0A

02 00 0A 00
03 00 0A 0A
04 0A 00 00

05 0A 00 0A
06 0A 0A 00
07 0A 0A 0A

08 00 00 00
09 00 00 0F
0A 00 0F 00

0B 00 0F 0F
0C 0F 00 00
0D 0F 00 0F

0E 0F 0F 00
0F 0F 0F 0F
10 00 00 00

... 00 00 00
FF 00 00 00

= Indicates unused entries in the LUT
Programming Notes and Examples S1D13806
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8 bpp color

When the S1D13806 is configured for 8 bpp color mode all 256 entries in the LUT are used. 
Each byte in the display buffer corresponds to one pixel and is used as an index value into 
the LUT.

The S1D13806 LUT has four bits (16 intensities) of intensity control per primary color 
while a standard VGA RAMDAC has six bits (64 intensities). This four to one difference 
must be considered when attempting to match colors between a VGA RAMDAC and the 
S1D13806 LUT. (i.e. VGA levels 0 - 3 map to LUT level 0, VGA levels 4 - 7 map to LUT 
level 1...). Additionally, the significant bits of the color tables are located at different offsets 
within their respective bytes. After calculating the equivalent intensity value the result must 
be shifted into the correct bit positions.

The following table shows LUT values that will approximate the VGA default color palette.

Table 4-3: Suggested LUT Values to Simulate VGA Default 256 Color Palette

Index R G B Index R G B Index R G B Index R G B
00 00 00 00 40 F0 70 70 80 30 30 70 C0 00 40 00
01 00 00 A0 41 F0 90 70 81 40 30 70 C1 00 40 10
02 00 A0 00 42 F0 B0 70 82 50 30 70 C2 00 40 20

03 00 A0 A0 43 F0 D0 70 83 60 30 70 C3 00 40 30
04 A0 00 00 44 F0 F0 70 84 70 30 70 C4 00 40 40
05 A0 00 A0 45 D0 F0 70 85 70 30 60 C5 00 30 40

06 A0 50 00 46 B0 F0 70 86 70 30 50 C6 00 20 40
07 A0 A0 A0 47 90 F0 70 87 70 30 40 C7 00 10 40
08 50 50 50 48 70 F0 70 88 70 30 30 C8 20 20 40

09 50 50 F0 49 70 F0 90 89 70 40 30 C9 20 20 40
0A 50 F0 50 4A 70 F0 B0 8A 70 50 30 CA 30 20 40
0B 50 F0 F0 4B 70 F0 D0 8B 70 60 30 CB 30 20 40

0C F0 50 50 4C 70 F0 F0 8C 70 70 30 CC 40 20 40
0D F0 50 F0 4D 70 D0 F0 8D 60 70 30 CD 40 20 30
0E F0 F0 50 4E 70 B0 F0 8E 50 70 30 CE 40 20 30

0F F0 F0 F0 4F 70 90 F0 8F 40 70 30 CF 40 20 20
10 00 00 00 50 B0 B0 F0 90 30 70 30 D0 40 20 20
11 10 10 10 51 C0 B0 F0 91 30 70 40 D1 40 20 20

12 20 20 20 52 D0 B0 F0 92 30 70 50 D2 40 30 20
13 20 20 20 53 E0 B0 F0 93 30 70 60 D3 40 30 20
14 30 30 30 54 F0 B0 F0 94 30 70 70 D4 40 40 20

15 40 40 40 55 F0 B0 E0 95 30 60 70 D5 30 40 20
16 50 50 50 56 F0 B0 D0 96 30 50 70 D6 30 40 20
17 60 60 60 57 F0 B0 C0 97 30 40 70 D7 20 40 20

18 70 70 70 58 F0 B0 B0 98 50 50 70 D8 20 40 20
19 80 80 80 59 F0 C0 B0 99 50 50 70 D9 20 40 20
1A 90 90 90 5A F0 D0 B0 9A 60 50 70 DA 20 40 30

1B A0 A0 A0 5B F0 E0 B0 9B 60 50 70 DB 20 40 30
1C B0 B0 B0 5C F0 F0 B0 9C 70 50 70 DC 20 40 40
1D C0 C0 C0 5D E0 F0 B0 9D 70 50 60 DD 20 30 40

1E E0 E0 E0 5E D0 F0 B0 9E 70 50 60 DE 20 30 40
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16 bpp color

The Look-Up Table is bypassed at this color depth, hence programming the LUT is not 
required.

1F F0 F0 F0 5F C0 F0 B0 9F 70 50 50 DF 20 20 40
20 00 00 F0 60 B0 F0 B0 A0 70 50 50 E0 20 20 40

21 40 00 F0 61 B0 F0 C0 A1 70 50 50 E1 30 20 40
22 70 00 F0 62 B0 F0 D0 A2 70 60 50 E2 30 20 40
23 B0 00 F0 63 B0 F0 E0 A3 70 60 50 E3 30 20 40

24 F0 00 F0 64 B0 F0 F0 A4 70 70 50 E4 40 20 40
25 F0 00 B0 65 B0 E0 F0 A5 60 70 50 E5 40 20 30
26 F0 00 70 66 B0 D0 F0 A6 60 70 50 E6 40 20 30

27 F0 00 40 67 B0 C0 F0 A7 50 70 50 E7 40 20 30
28 F0 00 00 68 00 00 70 A8 50 70 50 E8 40 20 20
29 F0 40 00 69 10 00 70 A9 50 70 50 E9 40 30 20

2A F0 70 00 6A 30 00 70 AA 50 70 60 EA 40 30 20
2B F0 B0 00 6B 50 00 70 AB 50 70 60 EB 40 30 20
2C F0 F0 00 6C 70 00 70 AC 50 70 70 EC 40 40 20

2D B0 F0 00 6D 70 00 50 AD 50 60 70 ED 30 40 20
2E 70 F0 00 6E 70 00 30 AE 50 60 70 EE 30 40 20
2F 40 F0 00 6F 70 00 10 AF 50 50 70 EF 30 40 20

30 00 F0 00 70 70 00 00 B0 00 00 40 F0 20 40 20
31 00 F0 40 71 70 10 00 B1 10 00 40 F1 20 40 30
32 00 F0 70 72 70 30 00 B2 20 00 40 F2 20 40 30

33 00 F0 B0 73 70 50 00 B3 30 00 40 F3 20 40 30
34 00 F0 F0 74 70 70 00 B4 40 00 40 F4 20 40 40
35 00 B0 F0 75 50 70 00 B5 40 00 30 F5 20 30 40

36 00 70 F0 76 30 70 00 B6 40 00 20 F6 20 30 40
37 00 40 F0 77 10 70 00 B7 40 00 10 F7 20 30 40
38 70 70 F0 78 00 70 00 B8 40 00 00 F8 00 00 00

39 90 70 F0 79 00 70 10 B9 40 10 00 F9 00 00 00
3A B0 70 F0 7A 00 70 30 BA 40 20 00 FA 00 00 00
3B D0 70 F0 7B 00 70 50 BB 40 30 00 FB 00 00 00

3C F0 70 F0 7C 00 70 70 BC 40 40 00 FC 00 00 00
3D F0 70 D0 7D 00 50 70 BD 30 40 00 FD 00 00 00
3E F0 70 B0 7E 00 30 70 BE 20 40 00 FE 00 00 00

3F F0 70 90 7F 00 10 70 BF 10 40 00 FF 00 00 00

Table 4-3: Suggested LUT Values to Simulate VGA Default 256 Color Palette (Continued)

Index R G B Index R G B Index R G B Index R G B
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4.2.2  Gray Shade Modes

This discussion of gray shade (monochrome) modes only applies to the panel interface. 
Monochrome mode is selected when REG[030h] bit 2 returns a 0. In this mode the value 
output to the panel is derived solely from the green component of the LUT. The CRT/TV 
image is formed from all three LUT components (RGB).

Note
In order to match the colors on a CRT/TV with the colors on a monochrome panel when 
displaying identical images on the panel and CRT/TV, the red and blue components of 
the LUT must be set to the same intensity as the green component.

4 bpp gray shade

The 4 bpp gray shade mode uses the green component of the first 16 LUT entries. The 
remaining indices of the LUT are unused.

Table 4-4: Suggested LUT Values for 4 Bpp Gray Shade

Index Red Green Blue
00 00 00 00

01 10 10 10
02 20 20 20
03 30 30 30

04 40 40 40
05 50 50 50
06 60 60 60

07 70 70 70
08 80 80 80

09 90 90 90
0A A0 A0 A0
0B B0 B0 B0

0C C0 C0 C0
0D D0 D0 D0
0E E0 E0 E

0F F0 F0 F0
10 00 00 00
... 00 00 00

FF 00 00 00

Required to match CRT to panel
Unused entries
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8 bpp gray shade

The 8 bpp gray shade mode uses the green component of the first 16 LUT entries, providing 
16 possible intensities. There is no increase in gray shades when selecting 8 bpp mode over 
4 bpp mode; however, Swivelview and the BitBLT engine can be used in 8 bpp mode but 
not in 4 bpp mode.

16 bpp gray shade

The Look-Up Table is bypassed at this color depth, hence programming the LUT is not 
required.

As with 8 bpp there are limitations to the colors which can be displayed. In this mode six 
bits of green are used to set the absolute intensity of the image. This results in 64 gray 
shades when dithering is enabled and 16 gray shades when dithering is disabled.
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5  Virtual Displays

This section discusses the concept of a virtual display and covers navigation within a virtual 
display using panning and scrolling.

5.1  Virtual Display

Virtual display is where the image to be viewed is larger than the physical display. This can 
be in the horizontal, vertical or both dimensions. To view the image, the display is used as 
a window (or viewport) into the display buffer. At any given time only a portion of the 
image is visible. Panning and scrolling are used to view the full image. For further infor-
mation on panning and scrolling, see Section 5.2, “Panning and Scrolling” on page 30.

The Memory Address Offset registers determine the number of horizontal pixels in the 
virtual image. The offset registers can be set for a maximum of 211 or 2048 words. At a 
color depth of 4 bpp, 2048 words cover 8,192 pixels. At a color depth of 16 bpp, 2048 words 
cover 2048 pixels.

The maximum number of lines of the virtual image is the size of the display buffer divided 
by the number of bytes per horizontal line. The number of bytes per line equals the number 
of words in the offset register multiplied by two. At the maximum horizontal size, the 
greatest number of lines that can be displayed using 1.25M bytes of display memory is 320. 
Reducing the horizontal size makes more display buffer available, thus increasing the 
available virtual vertical size.

In addition to the calculated limit, the virtual vertical size is limited by the size and location 
of the Dual Panel Buffer and the Ink Layer/Hardware Cursor (if present).

The maximum horizontal/vertical sizes are seldom used. Figure 5-1: “Viewport Inside a 
Virtual Display,”  shows a more typical use of a virtual display. With a display panel of 
320x240 pixels, an image of 640x480 pixels can be viewed by navigating a 320x240 pixel 
viewport around the image using panning and scrolling.

Figure 5-1: Viewport Inside a Virtual Display

320x240
Viewport

640x480
“Virtual” Display
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5.1.1  Registers

These registers form the 11-bit memory address offset for the LCD display. This offset 
equals the number of words from the beginning of one line of the LCD display to the 
beginning of the next line.

To maintain a constant virtual width as color depth changes, the memory address offset 
must also change. At a color depth of 4 bpp each word contains 4 pixels, at 16 bpp each 
word contains one pixel. The formula to determine the value for the memory address 
registers is:

Offset = PixelsPerVirtualLine ÷ PixelsPerWord

This value may not necessarily represent the number of words shown on the LCD display. 
This is the virtual width of the display image and may be greater than or equal to the 
physical display width. If PixelsPerVirtualLine equals the physical display width as set in 
the LCD Horizontal Display Width register (REG[032h]), then the virtual display and 
physical display are the same size.

REG[046h] LCD Memory Address Offset Register 0
LCD Memory 

Address 
Offset Bit 7

LCD Memory 
Address 

Offset Bit 6

LCD Memory 
Address 

Offset Bit 5

LCD Memory 
Address 

Offset Bit 4

LCD Memory 
Address 

Offset Bit 3

LCD Memory 
Address 

Offset Bit 2

LCD Memory 
Address 

Offset Bit 1

LCD Memory 
Address 

Offset Bit 0

REG[047h] LCD Memory Address Offset Register 1

n/a n/a n/a n/a n/a
LCD Memory 

Address 
Offset Bit 10

LCD Memory 
Address 

Offset Bit 9

LCD Memory 
Address 

Offset Bit 8
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These registers form the 11-bit memory address offset for the CRT/TV display. This offset 
equals the number of words form the beginning of one line of the CRT/TV display to the 
beginning of the next line.

To maintain a constant virtual width as color depth changes, the memory address offset 
must also change. At a color depth of 4 bpp each word contains 4 pixels, at 16 bpp each 
word contains one pixel. The formula to determine the value for the memory address 
registers is:

Offset = PixelsPerVirtualLine ÷ PixelsPerWord

This value may not necessarily represent the number of words shown on the CRT/TV 
display. This is the virtual width of the display image and may be greater than or equal to 
the physical display width. If PixelsPerVirtualLine equals the physical display width as set 
in the CRT/TV Horizontal Display Width register (REG[050h]), then the virtual display 
and physical display are the same size.

5.1.2  Examples

Example 1: Determine the offset value required for a line of 800 pixels at a color 
depth of 8 bpp.

At a color depth of 8 bpp each byte contains one pixel, therefore each word contains two 
pixels.

PixelsPerWord = 16 ÷ bpp
= 16 ÷ 8
= 2

To calculate the offset value for this example, the following formula is used.

Offset = PixelsPerVirtualLine ÷ PixelsPerWord
= 800 ÷ 2
= 400
= 190h words

For the LCD, REG[047h] is set to 01h and REG[046h] is set to 90h.
For the CRT/TV, REG[067h] is set to 01h and REG[066h] is set to 90h.

REG[066h] CRT/TV Memory Address Offset Register 0
CRT/TV 
Memory 
Address 

Offset Bit 7

CRT/TV 
Memory 
Address 

Offset Bit 6

CRT/TV 
Memory 
Address 

Offset Bit 5

CRT/TV 
Memory 
Address 

Offset Bit 4

CRT/TV 
Memory 
Address 

Offset Bit 3

CRT/TV 
Memory 
Address 

Offset Bit 2

CRT/TV 
Memory 
Address 

Offset Bit 1

CRT/TV 
Memory 
Address 

Offset Bit 0

REG[067h] CRT/TV Memory Address Offset Register 1

n/a n/a n/a n/a n/a

CRT/TV 
Memory 
Address 

Offset Bit 10

CRT/TV 
Memory 
Address 

Offset Bit 9

CRT/TV 
Memory 
Address 

Offset Bit 8
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Example 2: Program the Memory Address Offset Registers to support a 16 color (4 
bpp) 800x600 virtual display on a 640x480 LCD panel.

To create a virtual display the offset registers must be programmed to the horizontal size of 
the larger “virtual” image. After determining the amount of memory used by each line (see 
example 1), calculate whether there is enough memory to support the desired number of 
lines.

1. Initialize the S1D13806 registers for a 640x480 panel. (See Section 2, “Initialization” 
on page 12).

2. Calculate the number of pixels per word.

PixelsPerWord = 16 ÷ bpp
= 16 ÷ 4
= 4

3. Determine the offset register value.

Offset = PixelsPerVirtualLine ÷ PixelsPerWord
= 800 ÷ 4
= 200 words
= 0C8h words

For the LCD, REG[047h] is set to 00h and REG[046h] is set to C8h.
For the CRT/TV, REG[067h] is set to 00h and REG[066h] is set to C8h.

4. To confirm whether there is enough memory for the required virtual height, the
following formula is used.

MemoryRequired = WordsPerVirtualLine x 2 x NumberOfLines
= 200 x 2 x 600
= 240,000 bytes

The S1D13806 contains 1.25M bytes of embedded SDRAM (or 1,310,720 bytes). As 
long as the calculated value is less than this, it is safe to continue with these values.
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5.2  Panning and Scrolling

The terms panning and scrolling refer to the actions used to move a viewport about a virtual 
display. Although the entire image is stored in the display buffer, only a portion is visible 
at any given time.

Panning describes the horizontal (side to side) motion of the viewport. When panning to the 
right the image in the viewport appears to slide to the left. When panning to the left the 
image to appears to slide to the right. Scrolling describes the vertical (up and down) motion 
of the viewport. Scrolling down causes the image to appear to slide up and scrolling up 
causes the image to appear to slide down.

Both panning and scrolling are performed by modifying the start address registers. The start 
address refers to the word offset in the display buffer where the beginning of the image is 
displayed from. At color depths other than 16 bpp, another register is required for smooth 
movement. The pixel pan registers (REG[048h] for LCD, REG[068h] for CRT/TV) allow 
panning in smaller increments than changing the start address alone.

Internally, the S1D13806 latches different signals at different times. Due to this internal 
sequence, the start address and pixel pan registers should be accessed in a specific order 
during panning and scrolling operations, in order to provide the smoothest scrolling. Setting 
the registers in the wrong sequence, or at the wrong time, results in a “tearing” or jitter 
effect on the display.

The start address is latched at the beginning of each frame, so the start address can be set 
within the vertical non-display period (VNDP). The pixel pan register values are latched at 
the beginning of each display line and must be set during the vertical non-display period. 
The correct sequence for programing these registers is:

1. Wait for the beginning of the vertical non-display period - For the LCD, REG[03Ah] 
bit 7 will return a 1 during VNDP; for the CRT/TV, REG[058h] bit 7 will return a 1 
during VNDP. Wait for the transition of the appropriate bit to go from 0 to 1. This en-
sures the register updates are carried out at the beginning of VNDP.

2. Update the start address registers - For the LCD, REG[042h], REG[043h], 
REG[044h]; for the CRT/TV, REG[062h], REG[063h], REG[064h].

3. Update the pixel panning register - For the LCD, REG[048h] bits 1-0; for the CRT/TV 
REG[068h] bits 1-0.

Sample code for panning and scrolling is available in the file hal_virt.c which is included 
in the HAL source code available on the internet at www.erd.epson.com. 
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5.2.1  Registers

The Display Start Address registers form the word address to the display buffer where the 
LCD or CRT/TV starts displaying from. An address of 0 points to the beginning of the 
display buffer. Changing the start address registers by one pans from 1 to 4 pixels 
depending on the current color depth. The following table lists the maximum number of 
pixels affected by a change of one to these registers.

REG[042h] LCD Display Start Address Register 0
LCD Display 
Start Address 

Bit 7

LCD Display 
Start Address 

Bit 6

LCD Display 
Start Address 

Bit 5

LCD Display 
Start Address 

Bit 4

LCD Display 
Start Address 

Bit 3

LCD Display 
Start Address 

Bit 2

LCD Display 
Start Address 

Bit 1

LCD Display 
Start Address 

Bit 0

REG[043h] LCD Display Start Address Register 1
LCD Display 
Start Address 

Bit 15

LCD Display 
Start Address 

Bit 14

LCD Display 
Start Address 

Bit 13

LCD Display 
Start Address 

Bit 12

LCD Display 
Start Address 

Bit 11

LCD Display 
Start Address 

Bit 10

LCD Display 
Start Address 

Bit 9

LCD Display 
Start Address 

Bit 8

REG[044h] LCD Display Start Address Register 2

n/a n/a n/a n/a
LCD Display 
Start Address 

Bit 19

LCD Display 
Start Address 

Bit 18

LCD Display 
Start Address 

Bit 17

LCD Display 
Start Address 

Bit 16

REG[062h] CRT/TV Display Start Address Register 0
CRT/TV 

Display Start 
Address 

Bit 7

CRT/TV 
Display Start 

Address 
Bit 6

CRT/TV 
Display Start 

Address 
Bit 5

CRT/TV 
Display Start 

Address 
Bit 4

CRT/TV 
Display Start 

Address 
Bit 3

CRT/TV 
Display Start 

Address 
Bit 2

CRT/TV 
Display Start 

Address 
Bit 1

CRT/TV 
Display Start 

Address 
Bit 0

REG[063h] CRT/TV Display Start Address Register 1
CRT/TV 

Display Start 
Address 
Bit 15

CRT/TV 
Display Start 

Address 
Bit 14

CRT/TV 
Display Start 

Address 
Bit 13

CRT/TV 
Display Start 

Address 
Bit 12

CRT/TV 
Display Start 

Address 
Bit 11

CRT/TV 
Display Start 

Address 
Bit 10

CRT/TV 
Display Start 

Address 
Bit 9

CRT/TV 
Display Start 

Address 
Bit 8

REG[064h] CRT/TV Display Start Address Register 2

n/a n/a n/a n/a

CRT/TV 
Display Start 

Address 
Bit 19

CRT/TV 
Display Start 

Address 
Bit 18

CRT/TV 
Display Start 

Address 
Bit 17

CRT/TV 
Display Start 

Address 
Bit 16

Table 5-1: Number of Pixels Panned When Start Address Changed By 1

Color Depth (bpp) Pixels per Word Number of Pixels Panned
4 4 4
8 2 2

16 1 1
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The pixel panning register offers finer control over panning than is available using the start 
address registers. Using the pixel panning register, it is possible to pan the displayed image 
one pixel at a time. The number of bits required to pan a single pixel at a time, change with 
the color depth. The following table shows the bits of the pixel pan register which are used 
for each color depth.

Note
The pixel panning registers are not required for color depths of 16 bpp.

The pixel panning registers must be updated in conjunction with the start address registers. 
The pixel panning registers can be thought of as the least significant bit(s) of the start 
address registers.

When panning to the right on an LCD set for a color depth of 4 bpp, the registers would be 
updated as follows.

1. Pan right by 1 pixel - increment the pixel panning register by 1: REG[048h] = 01b.

2. Pan right by 1 pixel - increment the pixel panning register by 1: REG[048h] = 10b.

3. Pan right by 1 pixel - increment the pixel panning register by 1: REG[048h] = 11b.

4. Pan right by 1 pixel - reset the pixel panning register to 0: REG[048h] = 00b.
- increment the start address register by 1: (REG[042h],
 REG[043h], REG[044h]) + 1.

Note
The above example assumes the pixel panning register is initially set at 0.

REG[048h] LCD Pixel Panning Register

n/a n/a n/a n/a Reserved Reserved
LCD Pixel 

Panning Bit 1
LCD Pixel 

Panning Bit 0

REG[068h] CRT/TV Pixel Panning Register

n/a n/a n/a n/a Reserved Reserved
CRT/TV Pixel 
Panning Bit 1

CRT/TV Pixel 
Panning Bit 0

Table 5-2: Active Pixel Pan Bits

Color Depth (bpp) Pixel Pan bits used
4 bits [1:0]
8 bit 0

16 none
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When panning to the left on an LCD set for a color depth of 4 bpp, the registers would be 
updated as follows.

1. Pan left by 1 pixel - decrement the pixel panning register by 1: REG[048h] = 11b.
- decrement the start address register by 1: (REG[042h],
 REG[043h], REG[044h]) - 1.

2. Pan left by 1 pixel - decrement the pixel panning register by 1: REG[048h] = 10b.

3. Pan left by 1 pixel - decrement the pixel panning register by 1: REG[048h] = 01b.

4. Pan left by 1 pixel - decrement the pixel panning register by 1: REG[048h] = 00b.

Note
The above example assumes the pixel panning register is initially set at 0.

5.2.2  Examples

The following examples assume the display system has been configured to view a 800x600 
pixel image in a 640x480 viewport. Refer to Section 2, “Initialization” on page 12 and 
Section 5.1, “Virtual Display” on page 26 for assistance with these settings.

Example 3: Panning - Right and Left

To pan to the right, increment the value in the pixel panning register (REG[048h] for LCD, 
REG[068h] for CRT/TV). When the pixel pan value reaches the maximum value for the 
current color depth (i.e. 11b for 4 bpp, 1b for 8 bpp) then set the pixel pan value to zero and 
increment the start address value. To pan to the left (assuming the pixel panning register is 
zero), decrement the value in the pixel panning register and decrement the start address 
register. When the pixel pan value reaches zero then decrement both the pixel panning 
register and start address register again. If the pixel panning register contains a value other 
than zero, decrement the value in the pixel panning register only and when the pixel pan 
value reaches zero, decrement both the pixel panning register and start address register.

Note
Panning operations are easier to follow if a variable (e.g. PanValue) is used to track both 
the pixel panning and start address registers. The least significant bits of PanValue will 
represent the pixel panning register value and the more significant bits are the start ad-
dress register value.
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The following example pans to the right by one pixel when the color depth is 4 bpp.

1. Increment PanValue.

PanValue  = PanValue + 1

2. Mask off the values from PanValue for the pixel panning and start address register 
portions. In this case, 4 bpp, the lower two bits are the pixel panning value and the
upper bits are the start address.

PixelPan = PanValue AND 3

StartAddress = PanValue SHR 2 (remove PixelPan bits)

3. Write the pixel panning and start address register values using the procedure outlined 
in Section 5.2.1, “Registers” on page 31.

Example 4: Scrolling - Up and Down

To scroll down, increase the value in the Display Start Address Registers (REG[042h], 
REG[043h], REG[044h] for LCD, REG[062h], REG[063h], REG[064h] for CRT/TV) by 
the number of words in one virtual scan line. To scroll up, decrease the value in the Display 
Start Address Registers by the number of words in one virtual scan line.

The following example scrolls down one line for a 16 color (4 bpp) 800x600 virtual image 
using a 640x480 single panel LCD.

1. Determine the number of words in each line of the virtual image. For a color depth of 
4 bpp each byte contains two pixels so each word contains 4 pixels.

OffsetWords = PixelsPerVirtualLine ÷ PixelsPerWord
= 800 ÷ 4
= 200
= C8h

2. Increment the display start address by the number of words per virtual line.

StartAddress = StartAddress + OffsetWords
= StartAddress + C8h

3. Separate the display start address value into three bytes. For the LCD, write the LSB 
to REG[042h] and the MSB to REG[044h]. For the CRT/TV, write the LSB to 
REG[062h] and the MSB to REG[064h].

For the LCD, REG[044h] is set to 00h, REG[043h] is set to 00h, and REG[042h] is set 
to C8h.

For the CRT/TV, REG[064h] is set to 00h, REG[063h] is set to 00h, and REG[062h] 
is set to C8h.

Note
The above example assumes the display start address was initially 0 (the beginning of 
the display buffer).
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6  Power Save Mode

The S1D13806 has been designed for very low-power applications. During normal 
operation, the internal clocks are dynamically disabled when not required. The S1D13806 
design also includes a Power Save Mode to further save power. When Power Save Mode is 
initiated, LCD power sequencing is required to ensure the LCD bias power supply is 
disabled properly. For further information on LCD power sequencing, see Section 7, “LCD 
Power Sequencing” on page 38.

For Power Save Mode AC Timing, see the S1D13806 Hardware Functional Specification, 
document number X28B-A-001-xx.

6.1  Overview

The S1D13806 supports a software initiated Power Save Mode. Enabling/disabling Power 
Save Mode is controlled using the Power Save Mode Enable bit (REG[1F0h] bit 0).

While Power Save Mode is enabled the following conditions apply.

• Display(s) are inactive.

• Registers are accessible.

• Memory is in-accessible.

• LUT is accessible.

• MediaPlug registers are not accessible.

6.2  Registers

6.2.1  Enabling Power Save Mode

The Power Save Mode Enable bit initiates Power Save Mode when set to 1. Setting the bit 
back to 0 returns the S1D13806 back to normal mode.

Note
Bit 4 is a reserved bit and must be programmed to 1.

Note
Enabling/disabling Power Save Mode requires proper LCD Power Sequencing. See Sec-
tion 7, “LCD Power Sequencing” on page 38.

REG[1F0h] Power Save Configuration Register

n/a n/a n/a Reserved n/a n/a n/a
Power Save 
Mode Enable
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6.2.2  Power Save Status Bits

The LCD Power Save Status bit is a read-only status bit which indicates the power save 
state of the LCD panel. When this bit returns a 1, the panel is powered-off. When this bit 
returns a 0, the LCD panel is powered up or in transition of powering up or down. This bit 
will return a 1 after a chip reset.

Note
The LCD pixel clock source may be disabled when this bit returns a 1.

The Memory Controller Power Save Status bit is a read-only status bit which indicates the 
power save state of the S1D13806 SDRAM interface. When this bit returns a 1, the 
SDRAM interface is powered down (the SDRAM is in self-refresh mode). When this bit 
returns a 0, the SDRAM interface is active. This bit will return a 0 after a chip reset.

Note
The memory clock source may be disabled when this bit returns a 1.

REG[1F1h] Power Save Status Register

n/a n/a n/a n/a n/a n/a
LCD Power 
Save Status

Memory 
Controller 
Power Save 
Status

REG[1F1h] Power Save Status Register

n/a n/a n/a n/a n/a n/a
LCD Power 
Save Status

Memory 
Controller 
Power Save 
Status
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6.3  Enabling Power Save Mode

Power Save Mode must be enabled using the following steps.

1. Disable the LCD power using GPIO11.

Note
The S5U13806B00C uses GPIO11 to control the LCD bias power supplies. Your sys-
tem design may vary.

2. Wait for the LCD bias power supply to discharge as well as the delay time specified in 
the LCD panel specification.

3. Enable Power Save Mode - set REG[1F0h] bit 0 to 1.

4. At this time, the LCD pixel clock source may be disabled (Optional). Note the LUT 
must not be accessed if the pixel clock is not active.

6.4  Disabling Power Save Mode

Power Save Mode must be disabled using the following steps.

1. Disable Power Save Mode - set REG[1F0h] bit 0 to 0.

2. Enable the LCD signals - Set Display Mode Select bit 0 (REG[1FCh] bit 0) to 1.

3. Wait the required delay time as specified in the LCD panel specification.

4. Enable GPIO11 to activate the LCD bias power.

Note
The S55U13806B00C uses GPIO11 to control the LCD bias power supplies. Your sys-
tem design may vary.
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7  LCD Power Sequencing

The S1D13806 requires LCD power sequencing (the process of powering-on and 
powering-off the LCD panel). LCD power sequencing allows the LCD bias voltage to 
discharge prior to shutting down the LCD signals, preventing long term damage to the panel 
and avoiding unsightly “lines” at power-on/power-off.

Proper LCD power sequencing for power-off requires a delay from the time the LCD power 
is disabled to the time the LCD signals are shut down. Power-on requires the LCD signals 
to be active prior to applying power to the LCD. This time interval depends on the LCD 
bias power supply design. For example, the LCD bias power supply on the S5U13806 
Evaluation board requires 0.5 seconds to fully discharge. Other power supply designs may 
vary.

This section assumes the LCD bias power is controlled through GPIO11. The S1D13806 
GPIO pins are multi-use pins and may not be available in all system designs. For further 
information on the availability of GPIO pins, see the S1D13806 Hardware Functional 
Specification, document number X28B-A-001-xx.

Note
REG[1F0h] bit 4 must be set to 1 for proper LCD power sequencing.
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7.1  Enabling the LCD Panel

The HAL function seLcdDisplayEnable(TRUE) can be used to enable the LCD panel. The 
function enables the LCD panel using the following steps.

1. Enable the LCD signals - Set Display Mode Select bit 0 (REG[1FCh] bit 0) to 1.

2. Wait the required delay time as specified in the LCD panel specification (must be set 
using 1386CFG, document number X28B-B-001-xx).

3. Enable GPIO11 to activate the LCD bias power.

Note
seLcdDisplayEnable is included in the C source file hal_misc.c available on the internet 
at www.erd.epson.com.

7.2  Disabling the LCD Panel

The HAL function seLcdDisplayEnable(FALSE) can be used to disable the LCD panel. 
function disables the LCD panel using the following steps.

1. Disable the LCD power using GPIO11.

2. Wait for the LCD bias power supply to discharge (based on the delay time as specified 
in the LCD panel specification).

3. Disable the LCD signals - Set Display Mode Select bit 0 (REG[1FCh] bit 0) to 0.

4. At this time, the LCD pixel clock source may be disabled (Optional). Note the LUT 
must not be accessed if the pixel clock is not active.

Note
seLcdDisplayEnable is included in the C source file hal_misc.c available on the internet 
at www.erd.epson.com.
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8  Hardware Cursor/Ink Layer

8.1  Introduction

The S1D13806 supports either a Hardware Cursor or an Ink Layer for the LCD, and either 
a Hardware Cursor or an Ink Layer for the CRT/TV. The LCD and CRT/TV are supported 
independently, so it is possible to select combinations such as a Hardware Cursor on the 
LCD and an Ink Layer on the CRT/TV.

A Hardware Cursor improves video throughput in graphical operating systems by off-
loading much of the work typically assigned to software. For example, consider the actions 
which must be performed when the user moves the mouse. On a system without hardware 
support, the operating system must restore the area under the current cursor position, save 
the area under the new location, and finally draw the cursor shape. Contrast that with the 
hardware assisted system where the operating system must simply update the cursor X and 
cursor Y position registers.

An Ink Layer is designed to support stylus or pen input. Without an ink layer, the operating 
system must save the area of the display buffer (possibly all) where pen input is to occur. 
After the system recognizes the characters entered, the display would have to be restored 
and the characters redrawn in a system font. When an Ink Layer is present, the stylus path 
is drawn in the Ink Layer where it overlays the displayed image. After character recognition 
finishes the display is updated with the new characters and the ink layer is simply cleared. 
Saving and restoring the display data is not required providing faster throughput.

The S1D13806 Hardware Cursor/Ink Layer supports a 2 bpp (four color) overlay image. 
Two of the available colors are transparent and invert. The remaining two colors are user 
definable.

The Hardware Cursor uses many of the same registers as the Ink Layer. Additionally, the 
cursor has positional registers for movement. The cursor resolution is 64x64 at a color 
depth of 2 bpp. The Ink Layer resolution is the width of the display by the height of the 
display at a color depth of 2 bpp. Both the Hardware Cursor and the Ink Layer use the same 
pixel values to select colors. The Hardware Cursor requires 1024 bytes of display buffer 
and the Ink Layer requires (display width x display height ÷ 4) bytes of display buffer.
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8.2  Registers

The Ink/Cursor mode bits determine which of the Hardware Cursor or Ink Layer is active 
as shown in following table.

Note
When cursor mode is selected the cursor image is always 64x64 pixels. Selecting an ink 
layer will result in an area which completely covers the display.

REG[071h] and REG[081h] determine the display buffer location of the Hardware 
Cursor/Ink Layer for the LCD and CRT/TV respectively. The Ink/Cursor Start Address 
register does not contain an actual address, but a value based on the following table.

REG[070h] LCD Ink/Cursor Control Register

n/a n/a n/a n/a n/a n/a
LCD 

Ink/Cursor 
Mode Bit 1

LCD 
Ink/Cursor 
Mode Bit 0

REG[080h] CRT/TV Ink/Cursor Control Register

n/a n/a n/a n/a n/a n/a
CRT/TV 

Ink/Cursor 
Mode Bit 1

CRT/TV 
Ink/Cursor 
Mode Bit 0

Table 8-1: Ink/Cursor Mode

Ink/Cursor Control
Operating Mode

bit 1 bit 0
0 0 Inactive
0 1 Cursor
1 0 Ink

1 1 Reserved

REG[071h] LCD Ink/Cursor Start Address Register
LCD 

Ink/Cursor 
Start Address

Bit 7

LCD 
Ink/Cursor 

Start Address
Bit 6

LCD 
Ink/Cursor 

Start Address
Bit 5

LCD 
Ink/Cursor 

Start Address
Bit 4

LCD 
Ink/Cursor 

Start Address
Bit 3

LCD 
Ink/Cursor 

Start Address
Bit 2

LCD 
Ink/Cursor 

Start Address
Bit 1

LCD 
Ink/Cursor 

Start Address
Bit 0

REG[081h] CRT/TV Ink/Cursor Start Address Register
CRT/TV 

Ink/Cursor 
Start Address

Bit 7

CRT/TV 
Ink/Cursor 

Start Address
Bit 6

CRT/TV 
Ink/Cursor 

Start Address
Bit 5

CRT/TV 
Ink/Cursor 

Start Address
Bit 4

CRT/TV 
Ink/Cursor 

Start Address
Bit 3

CRT/TV 
Ink/Cursor 

Start Address
Bit 2

CRT/TV 
Ink/Cursor 

Start Address
Bit 1

CRT/TV 
Ink/Cursor 

Start Address
Bit 0

Table 8-2: Cursor/Ink Start Address Encoding

Ink/Cursor Start Address Bits [7:0] Start Address (Bytes)
0 1280K - 1024

01h - A0h 1280K - (n × 8192)
A1h - FFh Invalid
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REG[072h], REG[073h] and REG[082h], REG[083h] control the horizontal position of the 
Hardware Cursor for the LCD and CRT/TV respectively. The value in these registers 
specify the location of the left edge of the cursor. When ink mode is selected these registers 
must be set to zero.

The Cursor X Position supports values of the range -63 to 1023. Negative values allow for 
the Cursor to be clipped (partially off the screen). The following procedure sets the Cursor 
X Position.

1. Write the absolute (non-negative) value of the position in bits 9-0.

2. If the position is negative, write a 1 in the Cursor X Sign bit; otherwise write a 0 to the 
sign bit.

Note
The cursor position is not updated until the Cursor Y Position Register 1 is written 
(REG[075h] or REG[085h]). When updating the cursor position, always update both the 
X and Y registers; X first and Y second.

REG[072h] LCD Cursor X Position Register 0
LCD Cursor X 

Position
Bit 7

LCD Cursor X 
Position

Bit 6

LCD Cursor X 
Position

Bit 5

LCD Cursor X 
Position

Bit 4

LCD Cursor X 
Position

Bit 3

LCD Cursor X 
Position

Bit 2

LCD Cursor X 
Position

Bit 1

LCD Cursor X 
Position

Bit 0

REG[073h] LCD Cursor X Position Register 1

LCD Cursor X 
Sign

n/a n/a n/a n/a n/a
LCD Cursor X 

Position
Bit 9

LCD Cursor X 
Position

Bit 8

REG[082h] CRT/TV Cursor X Position Register 0
CRT/TV 
Cursor X 

Position Bit 7

CRT/TV 
Cursor X 

Position Bit 6

CRT/TV 
Cursor X 

Position Bit 5

CRT/TV 
Cursor X 

Position Bit 4

CRT/TV 
Cursor X 

Position Bit 3

CRT/TV 
Cursor X 

Position Bit 2

CRT/TV 
Cursor X 

Position Bit 1

CRT/TV 
Cursor X 

Position Bit 0

REG[083h] CRT/TV Cursor X Position Register 1

CRT/TV 
Cursor X Sign

n/a n/a n/a n/a n/a
CRT/TV 
Cursor X 

Position Bit 9

CRT/TV 
Cursor X 

Position Bit 8
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REG[074h], REG[075h] and REG[084h], REG[085h] control the vertical position of the 
Hardware Cursor for the LCD and CRT/TV respectively. The value in these registers 
specify the location of the top edge of the cursor. When ink mode is selected these registers 
must be set to zero.

The Cursor Y Position supports values of the range -63 to 1023. Negative values allow for 
the Cursor to be clipped (partially off the screen). The following procedure sets the Cursor 
X Position.

1. Write the absolute (non-negative) value of the position in bits 9-0.

2. If the position is negative, write a 1 in the Cursor Y Sign bit; otherwise write a 0 to the 
sign bit.

Note
The cursor position is not updated until the Cursor Y Position Register 1 is written 
(REG[075h] or REG[085h]). When updating the cursor position, always update both the 
X and Y registers; X first and Y second.

REG[074h] LCD Cursor Y Position Register 0
LCD Cursor Y 

Position
Bit 7

LCD Cursor Y 
Position

Bit 6

LCD Cursor Y 
Position

Bit 5

LCD Cursor Y 
Position

Bit 4

LCD Cursor Y 
Position

Bit 3

LCD Cursor Y 
Position

Bit 2

LCD Cursor Y 
Position

Bit 1

LCD Cursor Y 
Position

Bit 0

REG[075h] LCD Cursor Y Position Register 1

LCD Cursor Y 
Sign

n/a n/a n/a n/a n/a
LCD Cursor Y 

Position
Bit 9

LCD Cursor Y 
Position

Bit 8

REG[084h] CRT/TV Cursor Y Position Register 0
CRT/TV 
Cursor Y 

Position Bit 7

CRT/TV 
Cursor Y 

Position Bit 6

CRT/TV 
Cursor Y 

Position Bit 5

CRT/TV 
Cursor Y 

Position Bit 4

CRT/TV 
Cursor Y 

Position Bit 3

CRT/TV 
Cursor Y 

Position Bit 2

CRT/TV 
Cursor Y 

Position Bit 1

CRT/TV 
Cursor Y 

Position Bit 0

REG[085h] CRT/TV Cursor Y Position Register 1

CRT/TV 
Cursor Y Sign

n/a n/a n/a n/a n/a
CRT/TV 
Cursor Y 

Position Bit 9

CRT/TV 
Cursor Y 

Position Bit 8
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These registers form the 16 bpp (5-6-5) RGB values of user-defined color 0 for the LCD 
Ink Layer/Hardware Cursor. 

These registers form the 16 bpp (5-6-5) RGB values of user-defined color 1 for the LCD 
Ink Layer/Hardware Cursor. 

REG[076h] LCD Ink/Cursor Blue Color 0 Register

n/a n/a n/a

LCD 
Ink/Cursor 

Blue Color 0 
Bit 4

LCD 
Ink/Cursor 

Blue Color 0 
Bit 3

LCD 
Ink/Cursor 

Blue Color 0 
Bit 2

LCD 
Ink/Cursor 

Blue Color 0 
Bit 1

LCD 
Ink/Cursor 

Blue Color 0 
Bit 0

REG[077h] LCD Ink/Cursor Green Color 0 Register

n/a n/a

LCD 
Ink/Cursor 

Green Color 0 
Bit 5

LCD 
Ink/Cursor 

Green Color 0 
Bit 4

LCD 
Ink/Cursor 

Green Color 0 
Bit 3

LCD 
Ink/Cursor 

Green Color 0 
Bit 2

LCD 
Ink/Cursor 

Green Color 0 
Bit 1

LCD 
Ink/Cursor 

Green Color 0 
Bit 0

REG[078h] LCD Ink/Cursor Red Color 0 Register

n/a n/a n/a

LCD 
Ink/Cursor 

Red Color 0 
Bit 4

LCD 
Ink/Cursor 

Red Color 0 
Bit 3

LCD 
Ink/Cursor 

Red Color 0 
Bit 2

LCD 
Ink/Cursor 

Red Color 0 
Bit 1

LCD 
Ink/Cursor 

Red Color 0 
Bit 0

REG[07Ah] LCD Ink/Cursor Blue Color 1 Register

n/a n/a n/a

LCD 
Ink/Cursor 

Blue Color 1 
Bit 4

LCD 
Ink/Cursor 

Blue Color 1 
Bit 3

LCD 
Ink/Cursor 

Blue Color 1 
Bit 2

LCD 
Ink/Cursor 

Blue Color 1 
Bit 1

LCD 
Ink/Cursor 

Blue Color 1 
Bit 0

REG[07Bh] LCD Ink/Cursor Green Color 1 Register

n/a n/a

LCD 
Ink/Cursor 

Green Color 1 
Bit 5

LCD 
Ink/Cursor 

Green Color 1 
Bit 4

LCD 
Ink/Cursor 

Green Color 1 
Bit 3

LCD 
Ink/Cursor 

Green Color 1 
Bit 2

LCD 
Ink/Cursor 

Green Color 1 
Bit 1

LCD 
Ink/Cursor 

Green Color 1 
Bit 0

REG[07Ch] LCD Ink/Cursor Red Color 1 Register

n/a n/a n/a

LCD 
Ink/Cursor 

Red Color 1 
Bit 4

LCD 
Ink/Cursor 

Red Color 1 
Bit 3

LCD 
Ink/Cursor 

Red Color 1 
Bit 2

LCD 
Ink/Cursor 

Red Color 1 
Bit 1

LCD 
Ink/Cursor 

Red Color 1 
Bit 0
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These registers form the 16 bpp (5-6-5) RGB values of user-defined color 0 for the CRT/TV 
Ink Layer/Hardware Cursor.

These registers form the 16 bpp (5-6-5) RGB values of user-defined color 1 for the CRT/TV 
Ink Layer/Hardware Cursor.

REG[086h] CRT/TV Ink/Cursor Blue Color 0 Register

n/a n/a n/a

CRT/TV 
Ink/Cursor 

Blue Color 0 
Bit 4

CRT/TV 
Ink/Cursor 

Blue Color 0 
Bit 3

CRT/TV 
Ink/Cursor 

Blue Color 0 
Bit 2

CRT/TV 
Ink/Cursor 

Blue Color 0 
Bit 1

CRT/TV 
Ink/Cursor 

Blue Color 0 
Bit 0

REG[087h] CRT/TV Ink/Cursor Green Color 0 Register

n/a n/a

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 5

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 4

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 3

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 2

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 1

CRT/TV 
Ink/Cursor 

Green Color 0 
Bit 0

REG[088h] CRT/TV Ink/Cursor Red Color 0 Register

n/a n/a n/a

CRT/TV 
Ink/Cursor 

Red Color 0 
Bit 4

CRT/TV 
Ink/Cursor 

Red Color 0 
Bit 3

CRT/TV 
Ink/Cursor 

Red Color 0 
Bit 2

CRT/TV 
Ink/Cursor 

Red Color 0 
Bit 1

CRT/TV 
Ink/Cursor 

Red Color 0 
Bit 0

REG[08Ah] CRT/TV Ink/Cursor Blue Color 1 Register

n/a n/a n/a

CRT/TV 
Ink/Cursor 

Blue Color 1 
Bit 4

CRT/TV 
Ink/Cursor 

Blue Color 1 
Bit 3

CRT/TV 
Ink/Cursor 

Blue Color 1 
Bit 2

CRT/TV 
Ink/Cursor 

Blue Color 1 
Bit 1

CRT/TV 
Ink/Cursor 

Blue Color 1 
Bit 0

REG[08Bh] CRT/TV Ink/Cursor Green Color 1 Register

n/a n/a

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 5

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 4

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 3

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 2

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 1

CRT/TV 
Ink/Cursor 

Green Color 1 
Bit 0

REG[08Ch] CRT/TV Ink/Cursor Red Color 1 Register

n/a n/a n/a

CRT/TV 
Ink/Cursor 

Red Color 1 
Bit 4

CRT/TV 
Ink/Cursor 

Red Color 1 
Bit 3

CRT/TV 
Ink/Cursor 

Red Color 1 
Bit 2

CRT/TV 
Ink/Cursor 

Red Color 1 
Bit 1

CRT/TV 
Ink/Cursor 

Red Color 1 
Bit 0
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These registers control the Ink Layer/Hardware Cursor FIFO depth in order to sustain 
uninterrupted display fetches.

REG[07Eh] determines the FIFO high threshold for the LCD Hardware Cursor/Ink Layer. 
REG[08Eh] determines the FIFO high threshold for the CRT/TV Hardware Cursor/Ink 
Layer. When this register is set to 00h, the threshold is automatically set in hardware. For 
further information, see the 1386 Hardware Functional Specification, document number 
X28B-A-001-xx.

REG[07Eh] LCD Ink/Cursor FIFO High Threshold Register

n/a n/a n/a n/a

LCD 
Ink/Cursor 
FIFO High 
Threshold 

Bit 3

LCD 
Ink/Cursor 
FIFO High 
Threshold 

Bit 2

LCD 
Ink/Cursor 
FIFO High 
Threshold 

Bit 1

LCD 
Ink/Cursor 
FIFO High 
Threshold 

Bit 0

REG[08Eh] CRT/TV Ink/Cursor FIFO High Threshold Register

n/a n/a n/a n/a

CRT/TV 
Ink/Cursor 
FIFO High 
Threshold

Bit 3

CRT/TV 
Ink/Cursor 
FIFO High 
Threshold 

Bit 2

CRT/TV 
Ink/Cursor 
FIFO High 
Threshold 

Bit 1

CRT/TV 
Ink/Cursor 
FIFO High 
Threshold 

Bit 0
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8.3  Initialization

This section describes the process of initializing the S1D13806 for a Hardware Cursor or 
Ink Layer.

8.3.1  Memory Considerations

Both the Hardware Cursor and Ink Layer are positioned in the display buffer by the LCD 
Ink/Cursor Start Address register (REG[071h]) and CRT/TV Ink/Cursor Start Address 
register (REG[081h]). The Hardware Cursor and Ink Layer should be allocated the highest 
possible available memory address. If a Dual Panel Buffer is required, or if another 
Hardware Cursor or Ink Layer is required, additional memory must be allocated and 
programmed in the appropriate Ink/Cursor Start Address register.

The size of the Dual Panel Buffer is determined by the following.

Dual Panel Buffer Size (in bytes) = (Panel Width x Panel Height) x factor ÷ 16

where:
factor = 4 for color panel

= 1 for monochrome panel

Note
The dual panel buffer always starts at (1280K - Dual Panel Buffer Size).

The size of a hardware cursor is always 1024 bytes.
The size of the ink layer in bytes is (display width x display height ÷ 4).
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8.3.2  Examples

Example 5:  Initializing the Hardware Cursor

The following example places an LCD Hardware Cursor at the end of a 1.25M byte display 
buffer. SwivelView™ modes require software rotation of the Ink Layer. This can only 
occur when a Dual Panel Buffer is not required. Color 0 is set to black, and color 1 is set to 
white.

Note
The Hardware Cursor always requires 1024 (400h) bytes.

Table 8-3: LCD Hardware Cursor Initialization Sequence

Register Value Notes
[070h] 0000 0001 Enable LCD hardware cursor
[071h] 0000 0000 Set cursor start address to Memory Size - 1024
[072h]
[073h]

0000 0000
0000 0000

Set LCD Cursor X Position to 0

[074h]
[075h]

0000 0000
0000 0000

Set LCD Cursor Y Position to 0

[076h]
[077h]
[078h]

0000 0000
0000 0000
0000 0000

Set Color 0 to black

[07Ah]
[07Bh]
[07Ch]

0001 1111
0011 1111
0001 1111

Set Color 1 to white

[07Eh] 0000 0000 Set FIFO High Threshold to default
S1D13806 Programming Notes and Examples
X28B-G-003-04 Issue Date: 01/02/26



Epson Research and Development Page 49
Vancouver Design Center
Example 6:  Initializing the Ink Layer

The following example places an Ink Layer at the end of a 1.25M byte display buffer. 
SwivelView™ modes require software rotation of the Ink Layer. Color 0 is set to black, and 
color 1 is set to white.

For a system with a 640x480 LCD display, the ink layer size is calculated as follows.

InkLayerSize = (PanelWidth x PanelHeight) ÷ 4
= (640 x 480) ÷ 4
= 76,800 bytes

The Ink Layer must be allocated in 8K byte blocks. The value of the LCD Ink/Cursor Start 
Address register is determined from the following table and calculation.

n = InkLayerSize ÷ RequiredBlockSize
= 76,800 ÷ 8192
= 9.375

Fractional values cannot be programmed, therefore round up to an address of 10 (0Ah). 
This reserves 10 x 8192 = 81,920 bytes for the Ink Layer from the end of display buffer.

Note
Always round up the Ink/Cursor Start Address when calculating, otherwise insufficient 
memory will be allocated for the Ink Layer.

Table 8-4: Ink Layer Start Address Encoding

Ink/Cursor Start Address Bits [7:0] Start Address (Bytes)
0 1280K - 1024

01h - A0h 1280K - (n x 8192)
A1h - FFh Invalid

Table 8-5: LCD Ink Layer Initialization Sequence

Register Value Notes
[070h] 0000 0010 Enable LCD ink layer
[071h] 0000 1010 Set cursor start address to 0Ah (Memory Size - (8192 x 10))
[076h]
[077h]
[078h]

0000 0000
0000 0000
0000 0000

Set Color 0 to black

[07Ah]
[07Bh]
[07Ch]

0001 1111
0011 1111
0001 1111

Set Color 1 to white

[07Eh] 0000 0000 Set FIFO High Threshold to default
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8.4  Writing Cursor/Ink Layer Images

This section describes how to write images to the Hardware Cursor and Ink Layer. The 
Hardware Cursor is a 64x64 image at a color depth of 2 bpp. The Ink Layer is the same size 
as the virtual display (width x height) at a color depth of 2 bpp. The Ink Layer may be 
described as a non-moveable cursor with the same resolution as the display device.

8.4.1  Hardware Cursor/Ink Layer Data Format

The Hardware Cursor/Ink Layer image is fixed at a color depth of 2 bpp. The following 
diagram shows the Hardware Cursor/Ink Layer data format for a little endian system.

Figure 8-1: Hardware Cursor/Ink Layer Data Format

The image data for pixel n, (An,Bn), selects the color for pixel n as follows:

Table 8-6: Ink/Cursor Color Select

(An,Bn) Color Comments

00 Color 0
Ink/Cursor Color 0 Register:
For LCD, REG[076h], REG[077h], REG[078h].
For CRT/TV, REG[086h], REG[087h], REG[088h].

01 Color 1
Ink/Cursor Color 1 Register:
For LCD, REG[07Ah], REG[07Bh],REG[07Ch].
For CRT/TV, REG[08Ah], REG[08Bh], REG[08Ch].

10 Background Ink/Cursor is transparent – show background

11 Inverted Background Ink/Cursor is transparent – show inverted background

2 bpp:

A0 B0 A1 B1 A2 B2 A3 B3

Host Address Hardware Cursor/Ink Layer Buffer

A4 B4 A5 B5 A6 B6 A7 B7

bit 7 bit 0

Byte 0

Byte 1

Panel Display

P0P1P2 P3P4P5P6 P7

Pn = (An, Bn)
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8.4.2   Cursor Image

The following procedures demonstrate how to write an image to the Hardware Cursor 
buffer.

Landscape Mode (no rotation)

1. For the LCD cursor, calculate the start address based on the value in REG[071h].
For the CRT/TV cursor, calculate the start address based on the value in REG[081h]. 
Refer to the REG[071h] and REG[081h] register descriptions for more information.

2. Write the cursor image to the display buffer. The image must be exactly 1024 bytes.

SwivelView Modes

1. Save the current state of REG[1FCh] bit 6.

2. Set REG[1FCh] bit 6 to 0.

3. For the LCD cursor, calculate the start address based on the value in REG[071h].
For the CRT/TV cursor, calculate the start address based on the value in REG[081h]. 
Refer to the REG[071h] and REG[081h] register descriptions for more information.

4. Perform a software rotate of the cursor image.

5. Write the rotated cursor image to the display buffer. The image must be exactly 1024 
bytes.

6. Restore the original state of REG[1FCh] bit 6.

Note
It is possible to use the same cursor image for both LCD and CRT/TV displays. Program 
the LCD and CRT/TV Ink/Cursor Start Address registers (REG[071h] and REG[081h]) 
to the same location. This saves some display buffer which would otherwise be used by 
a second cursor image. Note this saves 8192 bytes of display buffer, not 1024 bytes,
because the start address moves in steps of 8192 bytes.
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8.4.3  Ink Layer Image

The following procedures demonstrate how to write an image to the Ink Layer buffer.

Landscape Mode (no rotation)

1. For the LCD, calculate the start address based on the value in REG[071h].
For the CRT/TV, calculate the start address based on the value in REG[081h].
Refer to the REG[071h] and REG[081h] register descriptions for more information.

2. Write the Ink Layer image to the display buffer. The image must be exactly (display 
width x display height ÷ 4) bytes.

SwivelView Modes

1. Save the current state of REG[1FCh] bit 6.

2. Set REG[1FCh] bit 6 to 0.

3. For the LCD, calculate the start address based on the value in REG[071h].
For the CRT/TV, calculate the start address based on the value in REG[081h].
Refer to the REG[071h] and REG[081h] register descriptions for more information.

4. Perform a software rotate of the Ink Layer image.

5. Write the rotated Ink Layer image to the display buffer. The image must be exactly 
(display width x display height ÷ 4) bytes.

6. Restore the original state of REG[1FCh] bit 6.

Note
It is possible to use the same Ink Layer image for both LCD and CRT/TV displays. Pro-
gram the LCD and CRT/TV Ink/Cursor Start Address registers (REG[071h] and 
REG[081h]) to the same location. This save some display buffer which would otherwise 
be used by a second Ink Layer.
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8.5  Cursor Movement

The following section discusses cursor movement in landscape, SwivelView 90°, 
SwivelView 180°, and SwivelView 270° modes.

It is possible to move the top left corner of the cursor to a negative position (-63, -63). This 
allows the cursor to be clipped (only a portion is visible on-screen).

Cursor positions don’t take effect until the most significant byte of the Y position register 
is written. Therefore, the following register write order is recommended.

1. Set X Position Register 0

2. Set X Position Register 1

3. Set Y Position Register 0

4. Set Y Position Register 1.

8.5.1  Move Cursor in Landscape Mode (no rotation)

In the following example, (x, y) represents the desired cursor position.

1. Calculate abs(x), the absolute (non-negative) value of x.

2. Write the least significant byte of abs(x) to X Position Register 0.

3. If x is negative, take the value of the most significant byte of abs(x) and logically OR 
with 80h. Write the result to X Position Register 1.
If x is positive, write the most significant byte of abs(x) to X Position Register 1.

4. Calculate abs(y), the absolute (non-negative) value of y.

5. Write the least significant byte of abs(y) to Y Position Register 0.

6. If y is negative, take the value of the most significant byte of abs(y) and logically OR 
with 80h. Write the result to Y Position Register 1.
If y is positive, take the value of the most significant byte of abs(y) and write to Y Po-
sition Register 1.
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8.5.2  Move Cursor in SwivelView 90° Rotation

In the following example, (x, y) represent the desired cursor position.

1. Calculate abs(x), the absolute (non-negative) value of x.

2. Write the least significant byte of abs(x) to Y Position Register 0.

3. If x is negative, take the value of the most significant byte of abs(x) and logically OR 
with 80h. Write the result to Y Position Register 1.
If x is positive, write the most significant byte of abs(x) to Y Position Register 1.

4. Calculate a value for y2,
where y2 = display width - y - 64.

5. Calculate abs(y2), the absolute (non-negative) value of y2.

6. Write the least significant byte of abs(y2) to X Position Register 0.

7. If y2 is negative, take the value of the most significant byte of abs(y2) and logically 
OR with 80h. Write the result to X Position Register 1.
If y2 is positive, write the most significant byte of abs(y2) to X Position Register 1.

8.5.3  Move Cursor in SwivelView 180° Rotation

In the following example, (x, y) represent the desired cursor position.

1. Calculate the value of x2,
where x2 = display width - x - 64

2. Calculate abs(x2), the absolute (non-negative) value of x2.

3. Write the least significant byte of abs(x2) to X Position Register0.

4. If x2 is negative, take the value of the most significant byte of abs(x2) and logically 
OR with 80h. Write the result to X Position Register 1.
If x2 is positive, write the most significant byte of abs(x2) to X Position Register 1.

5. Calculate the value of y2,
where y2 = display height - y - 64

6. Calculate abs(y2), the absolute (non-negative) value of y2.

7. Write the least significant byte of abs(y2) to Y Position Register 0.

8. If y2 is negative, take the value of the most significant byte of abs(y2) and logically 
OR with 80h. Write the result to Y Position Register 1.
If y2 is positive, write the most significant byte of abs(y2) to Y Position Register 1.
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8.5.4  Move Cursor in SwivelView 270° Rotation

In the following example, (x, y) represent the desired cursor position.

1. Calculate the value of x2,
where x2 = display width - x - 64

2. Calculate abs(x2), the absolute (non-negative) value of x2.

3. Write the least significant byte of abs(x2) to Y Position Register 0.

4. If x2 is negative, take the value of the most significant byte of abs(x2) and logically 
OR with 80h. Write the result to Y Position Register 1.
If x2 is positive, write the most significant byte of abs(x2) to Y Position Register 1.

5. Calculate abs(y), the absolute (non-negative) value of y.

6. Write the least significant byte of abs(y) to X Position Register 0.

7. If y is negative, take the value of the most significant byte of abs(y) and logically OR 
with 80h. Write the result to X Position Register 1.
If y is positive, write the most significant byte of abs(y) to X Position Register 1.
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9  SwivelView™

Most computer displays operate in landscape mode. In landscape mode the display is wider 
than it is high. For example, a standard display size of 640x480 is 640 pixels wide and 480 
pixels wide.

SwivelView rotates the display image clockwise in ninety degree increments, possibly 
resulting in a display that is higher than it is wide. Rotating the image on a 640x480 display 
by 90 or 270 degrees yields a display that is now 480 pixels wide and 640 pixels high.

SwivelView also works with panels that are designed with a “portrait” orientation. In this 
case, when SwivelView 0° is selected, the panel will be in a “portrait” orientation. A 
selection of SwivelView 90° or SwivelView 270° rotates to a landscape orientation.

9.1  S1D13806 SwivelView

The S1D13806 provides hardware support for SwivelView in 8 and 16 bpp color depths on 
LCD panels. SwivelView is not supported on CRT or TV displays.

Certain conditions must be considered when SwivelView is enabled.

• The virtual display offset (scan line) must be set to 1024 pixels (1024 bytes in 8 bpp, 
2048 bytes in 16 bpp) when SwivelView Enable Bit 0 is set to 1.

• The display start address is calculated differently when SwivelView is enabled.

• Calculations that would result in panning in landscape mode, may result in scrolling 
when SwivelView is enabled and vice-versa.
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9.2  Registers

The SwivelView modes are enabled using a combination of 2 enable bits - SwivelView 
Enable Bit 0 (REG[1FCh]) and SwivelView Enable Bit 1 (REG[040h]). The combinations 
of these bits provide the following rotations.

The LCD Memory Address Offset Registers must be adjusted according to the desired 
SwivelView rotation and color depth. Set the LCD Memory Address Offset Registers based 
on the values provided for each color depth in the following table. Panel Width (PW) is the 
horizontal panel size in pixels (i.e. for a 640x480 panel, PW is 640 regardless of the display 
rotation).

REG[01FCh] Display Mode Register

n/a
SwivelView 
Enable Bit 0

n/a n/a n/a
Display Mode 
Select Bit 2

Display Mode 
Select Bit 1

Display Mode 
Select Bit 0

REG[040h] LCD Display Mode Register

LCD Display 
Blank

n/a n/a
SwivelView 
Enable Bit 1

n/a
Bit-Per-Pixel 
Select Bit 2

Bit-Per-Pixel 
Select Bit 1

Bit-Per-Pixel 
Select Bit 0

Table 9-1: SwivelView Enable Bits

SwivelView Enable 
Bit 1

SwivelView Enable 
Bit 0

Display Rotated 
(degrees)

0 0 0

0 1 90
1 0 180
1 1 270

REG[046h] LCD Memory Address Offset Register 0

Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

REG[047h] LCD Memory Address Offset Register 1

n/a n/a n/a n/a n/a Bit 10 Bit 9 Bit 8

Table 9-2: LCD Memory Address Offset Values

SwivelView Enable
Display Rotated

Memory Address Offset Value
Bit 1 Bit 0 16 bpp 8 bpp

0 0 0 degrees PW PW ÷ 2
0 1 90 degrees 1024 512
1 0 180 degrees PW PW ÷ 2
1 1 270 degrees 1024 512
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The LCD Display Start Address Registers must be adjusted according to the desired 
SwivelView rotation and color depth. Set the LCD Display Start Address Registers based 
on the values provided for each color depth in the following table. Panel Width (PW) is the 
horizontal panel size in pixels. Panel Height (PH) is the vertical panel size in lines (i.e. for 
a 640x480 panel, PW is 640 and PH is 480 regardless of display rotation). Stride is based 
on the previously calculated memory offset in bytes (Stride = MemoryOffset × 2).

9.3  Limitations

The following limitations apply when SwivelView bit 0 is set to 1 (rotation by 90° or 270°):

• Only 8/16 bpp modes can be rotated 90 or 270 degrees.

• Hardware Cursor and Ink Layer images are not rotated - software rotation must be used. 
SwivelView must be turned off when the programmer is accessing the Hardware Cursor 
or the Ink Layer. The BitBLT engine ignores the SwivelView bits also.

• Pixel panning works vertically.

• It is not possible to rotate an already displayed image. The image must be redrawn.

Note
Drawing into the Hardware Cursor/Ink Layer with SwivelView enabled requires dis-
abling SwivelView, drawing in the Hardware Cursor/Ink Layer buffer, then re-enabling 
SwivelView.

REG[042h] LCD Display Start Address Register 0

Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

REG[043h] LCD Display Start Address Register 1

Bit 15 Bit 14 Bit 13 Bit 12 Bit 11 Bit 10 Bit 9 Bit 8

REG[044h] LCD Display Start Address Register 2

n/a n/a n/a n/a Bit 19 Bit 18 Bit 17 Bit 16

Table 9-3: LCD Display Start Address Values

SwivelView Enable
Display Rotated 

LCD Display Start Address Value
 Bit 1 Bit 0 16 Bpp mode 8 Bpp mode

0 0 0 degrees 0 0
0 1 90 degrees  (1024 - PW)  (1024 - PW) ÷ 2
1 0 180 degrees (Stride × PH - (Stride - 2 × PW)) ÷ 2 - 1  (Stride × PH - (Stride - PW)) ÷ 2 - 1

1 1 270 degrees (Stride × PH) ÷ 2 - 1 (Stride × PH) ÷ 2 - 1
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9.4  Examples

Source code demonstrating various SwivelView rotations is provided in the file 
1386swivel.c (part of the file 86sample.zip) available on the internet at  
www.erd.epson.com.

Example 7: Rotate Image 90° for a 640x480 display at a color depth of 8 bpp.

Before enabling SwivelView, the display buffer should be cleared. This makes the 
transition smoother as existing display images cannot be rotated by hardware - a repaint is 
necessary.

1. Set the line offset to 1024 pixels. The Memory Offset register is the offset in words.

Write 02h to REG[047h] and write 00h to REG[046h].

2. Set the LCD Display Start Address. The Display Start Address registers form a point-
er to a word, therefore the value to set the start.

Write C0h (192 or (1024 - 480)÷2) to REG[042h], REG[043h] and REG[044h]. That 
is write C0h to REG[042h], 00h to REG[043h] and 00h to REG[044h].

3. Enable SwivelView Bit 0 and clear SwivelView Bit 1. Set REG[1FCh] to 1 and 
REG[040h] to 0.

4. The display is now configured for SwivelView 90° mode. Offset zero into the display 
buffer corresponds to the upper left corner of the display. The only difference seen by 
the programmer is the display offset is now 1024 pixels regardless of the physical
dimensions of the display.

5. Draw the desired image.

Example 8: Rotate Image 180 degrees for a 640x480 display at a color depth of 16 
bpp.

Assuming the existing image is unrotated, the display buffer does not have to be cleared. 
Existing display images are simply be rotated by hardware. In this case a repaint is not 
necessary.

1. The Memory Offset register does not need to be modified.

2. Set the LCD Display Start Address. The Display Start Address registers form a point-
er to a word, therefore the value to set the start. Calculate the value based on the fol-
lowing formula.

StartAddress = (ScanBytes × PanelHeight - (ScanBytes - 2 × PanelWidth)) ÷ 2 - 1
= (1280 × 480 - (1280 -2 × 640)) ÷ 2 - 1
= (1280 × 480) ÷ 2 - 1
= 307199
= 4AFFFh
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Program the LCD Display Start Address Registers. REG[044h] is set to 04h, 
REG[043h] is set to AFh, and REG[042h] is set to FFh.

3. Set SwivelView Bit 1 by setting bit 4 of REG[040h] 

4. The display will now show the previous image rotated by 180 degrees. Offset zero 
into display memory will correspond to the lower right corner of the display. 

5. Draw any new desired image. The drawing software can be completely unaware of the 
display being rotated.

9.5  Simultaneous Display Considerations

Although only the LCD panel image can be rotated, it is possible to simultaneously display 
an independent image on the CRT or TV display. In this case, the programmer should be 
aware of the following: 

• As the LCD display buffer must start at offset 0 when a rotated display is required, the 
CRT display buffer must be located after the LCD display buffer.

• When modifying the CRT display buffer, SwivelView Enable Bit 0 must be cleared and 
then restored when finished. The following demonstrates this principle.

1. Save SwivelView Bit 0

2. Clear SwivelView Bit 0

3. Draw the CRT/TV image

4. Restore the saved SwivelView Bit 0.
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10  2D BitBLT Engine

The term BitBLT is an acronym for Bit Block Transfer. During a BitBLT operation data is 
transferred from one memory location (source) to another memory location (destination). 
With current graphical user interfaces (GUIs) this term generally refers to the transfer of 
bitmap images to or from video memory (display buffer).

The resulting bitmap image may be derived from up to three items or operands:

• the source data.

• an optional pattern.

• the current destination data.

The operands are combined using logical AND, OR, XOR and NOT operations. The 
combining process is called a Raster Operation (ROP). The S1D13806 2D Accelerator 
supports all possible 16 ROPs between source data and destination data. The destination is 
always the display buffer and the source is either data in the display buffer, a pattern in the 
display buffer, or data provided by the host CPU.

The 2D BitBLT Engine in the S1D13806 is designed to increase the speed of the most 
common GUI operations by off-loading work from the CPU, thus reducing traffic on the 
system bus and improving the efficiency of the display buffer interface. The 2D BitBLT 
Engine is designed to work at color depths of 8 bpp and 16 bpp.

10.1  Registers

The BitBLT control registers on the S1D13806 are located at registers 100h through 119h. 
The following is a description of all BitBLT registers.

The BitBLT Active Status bit has two data paths, one for write and one for read.

Write Data Path
When this bit is set to 1, the BitBLT as selected in the BitBLT Operation Register 
(REG[103h]) is started.

Read Data Path
When this bit is read, it returns the status of the BitBLT engine. When a read from this bit 
returns 0, the BitBLT engine is idle and is ready for the next operation. When a read from 
this bit returns a 1, the BitBLT engine is busy.

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select
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The BitBLT FIFO Not Empty Status bit is a read-only status bit. When this bit returns a 0, 
the BitBLT FIFO is empty. When this bit returns a 1, the BitBLT FIFO contains at least one 
data (or one word).

The BitBLT FIFO Half Full Status bit is a read-only status bit. When this bit returns a 0, 
the BitBLT FIFO is less than half full (contains 7 or less data). When this bit returns a 1, 
the BitBLT FIFO is half full or greater than half full (contains 8 or more data).

The BitBLT FIFO Full Status bit is a read-only status bit. When this bit returns a 0, the 
BitBLT FIFO is not full (contains less than 16 data). When this bit returns a 1, the BitBLT 
FIFO is full (contains 16 data).

The BitBLT Destination Linear Select bit specifies the storage method of the destination 
BitBLT. If this bit = 0, the destination BitBLT is stored as a rectangular region of memory. 
If this bit = 1, the destination BitBLT is stored as a contiguous linear block of memory.

The BitBLT Source Linear Select bit specifies the storage method of the source BitBLT. If 
this bit = 0, the source BitBLT is stored as a rectangular region of memory. If this bit = 1, 
the source BitBLT is stored as a contiguous linear block of memory.

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select

REG[100h] BitBLT Control Register 0

BitBLT Active 
Status

BitBLT FIFO 
Not Empty 

Status (RO)

BitBLT FIFO 
Half Full 

Status (RO)

BitBLT FIFO 
Full Status 

(RO)
n/a n/a

BitBLT 
Destination 

Linear Select

BitBLT 
Source Linear 

Select
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This bit is reserved and must be set to 0.

The BitBLT Color Format Select bit selects the color format that the BitBLT operation is 
applied to. When this bit = 0, 8 bpp (256 color) format is selected. When this bit = 1, 16 bpp 
(64K color) format is selected.

The BitBLT ROP Code/Color Expansion Register selects the Raster Operation (ROP) used 
for the Write BitBLT, Move BitBLT, and Pattern fill. It is also used to specify the start bit 
position for BitBLTs with color expansion. The following table summarizes the function-
ality of this register.

 

REG[101h] BitBLT Control Register 1

n/a n/a n/a Reserved n/a n/a n/a
BitBLT Color 

Format Select

REG[101h] BitBLT Control Register 1

n/a n/a n/a Reserved n/a n/a n/a
BitBLT Color 

Format Select

REG[102h] BitBLT ROP Code/Color Expansion Register

n/a n/a n/a n/a
BitBLT ROP 

Code 
Bit 3

BitBLT ROP 
Code 
Bit 2

BitBLT ROP 
Code 
Bit 1

BitBLT ROP 
Code 
Bit 0

Table 10-1: BitBLT ROP Code/Color Expansion Function Selection

BitBLT ROP Code
Bits [3:0]

Boolean Function for Write 
BitBLT and Move BitBLT

Boolean Function for
Pattern Fill

Start Bit Position for Color 
Expansion

0000 0 (Blackness) 0 (Blackness) bit 0

0001 ~S . ~D or ~(S + D) ~P . ~D or ~(P + D) bit 1
0010 ~S . D ~P . D bit 2
0011 ~S ~P bit 3

0100 S . ~D P . ~D bit 4
0101 ~D ~D bit 5
0110 S ^ D P ^ D bit 6

0111 ~S + ~D or ~(S . D) ~P + ~D or ~(P . D) bit 7
1000 S . D P . D bit 0
1001 ~(S ^ D) ~(P ^ D) bit 1

1010 D D bit 2
1011 ~S + D ~P + D bit 3
1100 S P bit 4

1101 S + ~D P + ~D bit 5
1110 S + D P + D bit 6
1111 1 (Whiteness) 1 (Whiteness) bit 7

S = Source, D = Destination, P = Pattern

Operators: ~ = NOT, . = Logical AND, + = Logical OR, ^ = Logical XOR
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The BitBLT Operation Register selects the BitBLT operation to be carried out based on the 
following table:

The BitBLT Source Start Address Registers form a 21-bit register that specifies the source 
start address for the BitBLT operation selected by the BitBLT Operation Register 
(REG[103h]).

REG[103h] BitBLT Operation Register

n/a n/a n/a n/a
BitBLT 

Operation 
Bit 3

BitBLT 
Operation 

Bit 2

BitBLT 
Operation 

Bit 1

BitBLT 
Operation 

Bit 0

Table 10-2: BitBLT Operation Selection

BitBLT Operation Bits [3:0] BitBLT Operation
0000 Write BitBLT with ROP

0001 Read BitBLT
0010 Move BitBLT in positive direction with ROP
0011 Move BitBLT in negative direction with ROP

0100 Transparent Write BitBLT
0101 Transparent Move BitBLT in positive direction
0110 Pattern Fill with ROP

0111 Pattern Fill with transparency
1000 Color Expansion
1001 Color Expansion with transparency

1010 Move BitBLT with Color Expansion

1011
Move BitBLT with Color Expansion and 

transparency
1100 Solid Fill

Other combinations Reserved

REG[104h] BitBLT Source Start Address Register 0
BitBLT 

Source Start 
Address

Bit 7

BitBLT 
Source Start 

Address
Bit 6

BitBLT 
Source Start 

Address
Bit 5

BitBLT 
Source Start 

Address
Bit 4

BitBLT 
Source Start 

Address
Bit 3

BitBLT 
Source Start 

Address
Bit 2

BitBLT 
Source Start 

Address
Bit 1

BitBLT 
Source Start 

Address
Bit 0

REG[105h] BitBLT Source Start Address Register 1
BitBLT 

Source Start 
Address

Bit 15

BitBLT 
Source Start 

Address
Bit 14

BitBLT 
Source Start 

Address
Bit 13

BitBLT 
Source Start 

Address
Bit 12

BitBLT 
Source Start 

Address
Bit 11

BitBLT 
Source Start 

Address
Bit 10

BitBLT 
Source Start 

Address
Bit 9

BitBLT 
Source Start 

Address
Bit 8

REG[106h] BitBLT Source Start Address Register 2

n/a n/a n/a

BitBLT 
Source Start 

Address
Bit 20

BitBLT 
Source Start 

Address
Bit 19

BitBLT 
Source Start

Bit 18

BitBLT 
Source Start 
Address Bit 

17

BitBLT 
Source Start 

Address
Bit 16
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If data is sourced from the CPU, then bit 0 is used for byte alignment within a 16-bit word 
and the other address bits are ignored. In pattern fill operation, the BitBLT Source Start 
Address is defined by the following equation:

Source Start Address Register = Pattern Base Address + Pattern Line Offset + Pixel Offset. 

The following table shows how Source Start Address Register is defined for 8 and 16 bpp 
color depths:

The BitBLT Destination Start Address Registers form a 21-bit register that specifies the 
destination start address for the BitBLT operation selected by the BitBLT Operation 
Register (REG[103h]). The destination address represents the upper left corner of the 
BitBLT rectangle (lower right corner of the BitBLT rectangle for Move BitBLT in 
Negative Direction).

Table 10-3: BitBLT Source Start Address Selection

Color Format Pattern Base Address[20:0] Pattern Line Offset[2:0] Pixel Offset[3:0]

8 bpp
BitBLT Source Start Address[20:6], 

6’b0
BitBLT Source Start 

Address[5:3]
1’b0, BitBLT Source Start 

Address[2:0]

16 bpp
BitBLT Source Start Address[20:7], 

7’b0
BitBLT Source Start 

Address[6:4]
BitBLT Source Start 

Address[3:0]

REG[108h] BitBLT Destination Start Address Register 0
BitBLT 

Destination 
Start Address

Bit 7

BitBLT 
Destination 

Start Address
Bit 6

BitBLT 
Destination 

Start Address
Bit 5

BitBLT 
Destination 

Start Address
Bit 4

BitBLT 
Destination 

Start Address
Bit 3

BitBLT 
Destination 

Start Address
Bit 2

BitBLT 
Destination 

Start Address
Bit 1

BitBLT 
Destination 

Start Address
Bit 0

REG[109h] BitBLT Destination Start Address Register 1
BitBLT 

Destination 
Start Address

Bit 15

BitBLT 
Destination 

Start Address
Bit 14

BitBLT 
Destination 

Start Address
Bit 13

BitBLT 
Destination 

Start Address
Bit 12

BitBLT 
Destination 

Start Address
Bit 11

BitBLT 
Destination 

Start Address
Bit 10

BitBLT 
Destination 

Start Address
Bit 9

BitBLT 
Destination 

Start Address
Bit 8

REG[10Ah] BitBLT Destination Start Address Register 2

n/a n/a n/a

BitBLT 
Destination 

Start Address
Bit 20

BitBLT 
Destination 

Start Address
Bit 19

BitBLT 
Destination 

Start Address
Bit 18

BitBLT 
Destination 

Start Address
Bit 17

BitBLT 
Destination 

Start Address
Bit 16
Programming Notes and Examples S1D13806
Issue Date: 01/02/26 X28B-G-003-04



Page 66 Epson Research and Development
Vancouver Design Center
The BitBLT Memory Address Offset Registers form the BitBLTs 11-bit address offset 
from the starting word of line “n” to the starting word of line “n + 1”. They are used for 
address calculation only when the BitBLT is configured as a rectangular region of memory 
using the BitBLT Destination/Source Linear Select bits (REG[100h] bits 1-0). They are not 
used for the displays.

The BitBLT Width Registers form a 10-bit register that specifies the BitBLT width in 
pixels less 1.

Note
The BitBLT operations Pattern Fill with ROP and Pattern Fill with transparency require 
a BitBLT Width > 1 for 16 bpp color depths and > 2 for 8 bpp.

The BitBLT Height Registers form a 10-bit register that specifies the BitBLT height in 
pixels less 1.

REG[10Ch] BitBLT Memory Address Offset Register 0
BitBLT 

Memory 
Address 

Offset Bit 7

BitBLT 
Memory 
Address 

Offset Bit 6

BitBLT 
Memory 
Address 

Offset Bit 5

BitBLT 
Memory 
Address 

Offset Bit 4

BitBLT 
Memory 
Address 

Offset Bit 3

BitBLT 
Memory 
Address 

Offset Bit 2

BitBLT 
Memory 
Address 

Offset Bit 1

BitBLT 
Memory 
Address 

Offset Bit 0

REG[10Dh] BitBLT Memory Address Offset Register 1

n/a n/a n/a n/a n/a

BitBLT 
Memory 
Address 

Offset Bit 10

BitBLT 
Memory 
Address 

Offset Bit 9

BitBLT 
Memory 
Address 

Offset Bit 8

REG[110h] BitBLT Width Register 0

BitBLT Width
Bit 7

BitBLT Width
Bit 6

BitBLT Width
Bit 5

BitBLT Width
Bit 4

BitBLT Width
Bit 3

BitBLT Width
Bit 2

BitBLT Width
Bit 1

BitBLT Width
Bit 0

REG[111h] BitBLT Width Register 1

n/a n/a n/a n/a n/a n/a
BitBLT Width

Bit 9
BitBLT Width

Bit 8

REG[112h] BitBLT Height Register 0

BitBLT Height
Bit 7

BitBLT Height
Bit 6

BitBLT Height
Bit 5

BitBLT Height
Bit 4

BitBLT Height
Bit 3

BitBLT Height
Bit 2

BitBLT Height
Bit 1

BitBLT Height
Bit 0

REG[113h] BitBLT Height Register 1

n/a n/a n/a n/a n/a n/a
BitBLT Height

Bit 9
BitBLT Height

Bit 8
S1D13806 Programming Notes and Examples
X28B-G-003-04 Issue Date: 01/02/26



Epson Research and Development Page 67
Vancouver Design Center
The BitBLT Background Color Registers form a 16-bit register that specifies the BitBLT 
background color for Color Expansion or the key color for transparent BitBLTs. For 16 bpp 
color depth (REG[101h] bit 0 = 1), all 16 bits are used. For 8 bpp color depth (REG[101h] 
bit 0 = 0), only bits 7-0 are used.

The BitBLT Foreground Color Registers form a 16-bit register that specifies the BitBLT 
foreground color for Color Expansion or the Solid Fill BitBLT. For 16 bpp color depth 
(REG[101h] bit 0 = 1), all 16 bits are used. For 8 bpp color depth (REG[101h] bit 0 = 0), 
only bits 7-0 are used.

REG[114h] BitBLT Background Color Register 0
BitBLT 

Background 
Color
Bit 7

BitBLT 
Background 

Color
Bit 6

BitBLT 
Background 

Color
Bit 5

BitBLT 
Background 

Color
Bit 4

BitBLT 
Background 

Color
Bit 3

BitBLT 
Background 

Color
Bit 2

BitBLT 
Background 

Color
Bit 1

BitBLT 
Background 

Color
Bit 0

REG[115h] BitBLT Background Color Register 1
BitBLT 

Background 
Color
Bit 15

BitBLT 
Background 

Color
Bit 14

BitBLT 
Background 

Color
Bit 13

BitBLT 
Background 

Color
Bit 12

BitBLT 
Background 

Color
Bit 11

BitBLT 
Background 

Color
Bit 10

BitBLT 
Background 

Color
Bit 9

BitBLT 
Background 

Color
Bit 8

REG[118h] BitBLT Foreground Color Register 0
BitBLT 

Foreground 
Color
Bit 7

BitBLT 
Foreground 

Color
Bit 6

BitBLT 
Foreground 

Color
Bit 5

BitBLT 
Foreground 

Color
Bit 4

BitBLT 
Foreground 

Color
Bit 3

BitBLT 
Foreground 

Color
Bit 2

BitBLT 
Foreground 

Color
Bit 1

BitBLT 
Foreground 

Color
Bit 0

REG[119h] BitBLT Foreground Color Register 1
BitBLT 

Foreground 
Color
Bit 15

BitBLT 
Foreground 

Color
Bit 14

BitBLT 
Foreground 

Color
Bit 13

BitBLT 
Foreground 

Color
Bit 12

BitBLT 
Foreground 

Color
Bit 11

BitBLT 
Foreground 

Color
Bit 10

BitBLT 
Foreground 

Color
Bit 9

BitBLT 
Foreground 

Color
Bit 8
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10.2  BitBLT Descriptions

The S1D13806 supports 13 fundamental BitBLT operations:

• Write BitBLT with ROP.

• Read BitBLT.

• Move BitBLT in positive direction with ROP.

• Move BitBLT in negative direction with ROP.

• Transparent Write BitBLT.

• Transparent Move BitBLT in positive direction.

• Pattern Fill with ROP.

• Pattern Fill with Transparency.

• Color Expansion.

• Color Expansion with Transparency.

• Move BitBLT with Color Expansion.

• Move BitBLT with Color Expansion and Transparency.

• Solid Fill.

Most of the 13 operations are self completing. This means once they begin they complete 
on their own, not requiring data transfers with the CPU. The remaining five BitBLT opera-
tions (Write BitBLT with ROP, Transparent Write BitBLT, Color Expansion, Color 
Expansion with Transparency, Read BitBLT) require data to be written/read to/from the 
display buffer. This data must be transferred one word (16-bits) at a time. This does not 
imply only 16-bit CPU instructions are acceptable. If a system is able to separate one 
DWORD write into two WORD writes and the CPU writes the low word before the high 
word, then 32-bit CPU instructions are acceptable. Otherwise, 16-bit CPU instructions are 
required.

The data is not directly written/read to/from the display buffer. It is written/read to/from the 
BitBLT FIFO through the 1M BitBLT aperture specified at the address of REG[100000h]. 
The 16 word FIFO can be written to only when not full and can be read from only when not 
empty. Failing to monitor the FIFO status can result in a BitBLT FIFO overflow or 
underflow.

While the FIFO is being written to by the CPU, it is also being emptied by the S1D13806. 
If the S1D13806 empties the FIFO faster than the CPU can fill it, it may not be possible to 
cause an overflow/underflow. In these cases, performance can be improved by not 
monitoring the FIFO status. However, this is very much platform dependent and must be 
determined for each system.

Note
When TV with flicker filter is enabled or simultaneous display is active, always test the 
FIFO status before reading from/writing to the FIFO.
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10.2.1   Write BitBLT with ROP

The Write BitBLT increases the speed of transferring data from system memory to the 
display buffer.

The Write BitBLT with ROP fills a specified area of the display buffer with data supplied 
by the CPU. This BitBLT is typically used to copy a bitmap image from system memory to 
the display buffer. The Write BitBLT supports all 16 ROPs, although the most frequent 
ROP is ROP 0Ch (Copy Source into Destination). It also supports both Destination Linear 
and Destination Rectangular modes.

The Write BitBLT requires the CPU to provide data. The BitBLT engine expects to receive 
a certain number of WORDS. For 16 bpp color depths, the number of WORDS is the same 
as the number of pixels due to the fact that each pixel is one WORD wide. The number of 
WORD writes the BitBLT engine expects is calculated using the following formula.

nWORDS = nPixels
= BitBLTWidth × BitBLTHeight

For 8 bpp color depths, the formula must take into consideration that the BitBLT engine 
accepts only WORD accesses and each pixel is one BYTE. The BitBLT engine needs to 
know whether the first pixel of a line is stored in the low byte or high byte. This is deter-
mined by bit 0 of the Source Start Address Register 0 (REG[104h]). If the Source Phase is 
1 (bit 0 of the Source Start Address Register 0 is set), the first pixel of each line is in the 
high byte of the WORD and the contents of the low byte are ignored. If the Source Phase 
is 0, the first pixel is in the low byte and the second pixel is in the high byte. Depending on 
the Source Phase and the BitBLT Width, the last WORD may contain only one pixel. In 
this case it is always in the low byte. The number of WORD writes the BitBLT engine 
expects for 8 bpp color depths is shown in the following formula.

nWORDS = ((BitBLTWidth + 1 + SourcePhase) ÷ 2) × BitBLTHeight

Note
The BitBLT engine counts WORD writes in the BitBLT address space. This does not 
imply only 16-bit CPU instructions are acceptable. If a system is able to separate one 
DWORD write into two WORD writes and the CPU writes the low word before the high 
word, then 32-bit CPU instructions are acceptable. Otherwise, 16-bit CPU instructions 
are required.
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Example 9: Write a 100 x 20 rectangle at the screen coordinates x = 25, y = 38 using 
a 640x480 display at a color depth of 8 bpp.

1. Calculate the destination address (upper left corner of the screen BitBLT rectangle) 
using the following formula.

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (38 × 640) + (25 × 1)
= 24345
= 5F19h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 640 for 8 bpp

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 5Fh, and REG[108h] is set to 19h.

2. Program the BitBLT Width Registers to 100 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 63h (99 decimal).

3. Program the BitBLT Height Registers to 20 - 1. REG[113h] is set to 00h and 
REG[112h] is set to 13h (19 decimal).

4. Program the Source Phase in the BitBLT Source Start Address Register. In this exam-
ple the data is WORD aligned, so the source phase is 0. REG[104h] is set to 00h.

5. Program the BitBLT Operation Register to select the Write BitBLT with ROP. 
REG[103h] is set to 00h.

6. Program the BitBLT ROP Code Register to select Destination = Source. REG[102h] 
is set to 0Ch.

7. Program the BitBLT Color Format Select bit for 8 bpp operations. REG[101h] is set 
to 00h.

8. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS:

BLTMemoryOffset = DisplayWidthInPixels ÷ BytesPerPixel
= 640 ÷ 2
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.

9. Calculate the number of WORDS the BitBLT engine expects to receive.

nWORDS = ((BLTWidth + 1 + SourcePhase) ÷ 2) × BLTHeight
= (100 + 1) ÷ 2 × 20
= 1000
= 3E8h
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10. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation and wait for the BitBLT engine to start. REG[100h] is 
set to 80h, then wait until REG[100h] bit 7 returns a 1.

11. Prior to writing all nWORDS to the BitBLT FIFO, confirm the BitBLT FIFO is not 
full (REG[100h] bit 4 returns a 0). If the BitBLT FIFO Not Empty Status returns a 0 
(the FIFO is empty), write up to 16 WORDS. If the BitBLT FIFO Not Empty Status 
returns a 1 and the BitBLT FIFO Half Full Status returns a 0 then you can write up to 
8 WORDS. If the BitBLT FIFO Full Status returns a 1, do not write to the BitBLT 
FIFO until it returns a 0.

The following table summarizes how many words can be written to the BitBLT FIFO.

12. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is started.

Table 10-4: Possible BitBLT FIFO Writes

BitBLT Control Register 0 (REG[100h]) Word Writes 
AvailableFIFO Not Empty Status FIFO Half Full Status FIFO Full Status

0 0 0 16
1 0 0 8
1 1 0 up to 8

1 1 1 0 (do not write)
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10.2.2  Color Expand BitBLT

This Color Expand BitBLT is similar to the Write BitBLT. It differs in that a bit set to 1 in 
the source data becomes a pixel of foreground color. A source bit set to 0 is converted to a 
pixel of background color. This function increases the speed of writing text while in 
graphical modes.

This BitBLT operation includes several options which enhance its text handling capabil-
ities. As with the Write BitBLT, all data sent to the BitBLT engine must be word (16-bit) 
writes. The BitBLT engine expands the low byte, then the high byte starting at bit 7 of 
each byte. The start byte of the first WORD to be expanded and the start bit position within 
this byte must be specified. The start byte position is selected by setting source address bit 
0 to 0 to start expanding the low byte or 1 to start expanding the high byte. 

Partially “masked” color expand BitBLT can be used when drawing a portion of a pattern 
(i.e. a portion of a character) on the screen. The following examples illustrate how one 
WORD is expanded using the Color Expand BitBLT.

1. To expand bits 0-1 of the word:

Source Address = 0
Start Bit Position = 1
BitBLT Width = 2 

The following bits are expanded.

2. To expand bits 0-15 of the word (entire word)

Source Address = 0
Start Bit Position = 7 (bit seven of the low byte)
BitBLT Width = 16

The following bits are expanded.

15 8 7 0

0707
High Byte Low Byte

Word Sent To BitBLT Engine

15 8 7 0

0707
High Byte Low Byte

Word Sent To BitBLT Engine
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3. To expand bits 8-9 of the word

Source Address = 1
Start Bit Position = 1
BitBLT Width = 2

The following bits are expanded.

4. To expand bits 0,15-14 of the word

Source Address = 0
Start Bit Position = 0
BitBLT Width = 3

The following bits are expanded.

All subsequent WORDS in one BitBLT line are then serially expanded starting at bit 7 of 
the low byte until the end of the BitBLT line. All unused bits in the last WORD are 
discarded. It is extremely important that the exact number of WORDS is provided to the 
BitBLT engine. The number of WORDS is calculated from the following formula. This 
formula is valid for all color depths (8/16 bpp). 

nWords = ((Sx MOD 16 + BitBLTWidth + 15) ÷ 16) × BitBLTHeight

where:
Sx is the X coordinate of the starting pixel in a word aligned monochrome bitmap.

15 8 7 0

0707
High Byte Low Byte

Word Sent To BitBLT Engine

15 8 7 0

0707
High Byte Low Byte

Word Sent To BitBLT Engine

15765

Byte 1
Monochrome Bitmap

Byte 2

43210 1412111098 13Sx =
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Example 10: Color expand a rectangle of 12 x 18 starting at the coordinates
Sx = 125, Sy = 17 using a 640x480 display at a color depth of 8 bpp.

This example assumes a monochrome, WORD aligned bitmap of dimensions 300 x 600 
with the origin at an address A. The color expanded rectangle will be displayed at the screen 
coordinates X = 20, Y = 30. The foreground color corresponds to the LUT entry at index 
134, the background color to index 124.

1. First we need to calculate the address of the WORD within the monochrome bitmap 
containing the pixel x = 125,y = 17.

SourceAddress = BitmapOrigin + (y × SourceStride) + (x ÷ 8)
= A + (Sy × SourceStride) + (Sx ÷ 8)
= A + (17 × 38) + (125 ÷ 8)
= A + 646 + 15
= A + 661

where:
SourceStride = (BitmapWidth + 15) ÷ 16

= (300 + 15) ÷ 16
= 19 WORDS per line
= 38 BYTES per line

2. Calculate the destination address (upper left corner of the screen BitBLT rectangle) 
using the following formula.

DestinationAddress = (Y × ScreenStride) + (X × BytesPerPixel)
= (30 × 640) + (20 × 1)
= 19220
= 4B14h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 640 for 8 bpp

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 4Bh, and REG[108h] is set to 14h.

3. Program the BitBLT Width Registers to 12 - 1. REG[111h] is set to 00h, REG[110h] 
is set to 0Bh (11 decimal).

4. Program the BitBLT Height Registers to 18 - 1. REG[113h] is set to 00h, REG[112h] 
is set to 11h (17 decimal).

5. Program the Source Phase in the BitBLT Source Start Address Register. In this exam-
ple the source address equals A + 661 (odd), so REG[104h] is set to 1.

Since only bit 0 flags the source phase, more efficient code would simply write the 
low byte of the SourceAddress into REG[104h] directly -- not needing to test for an 
odd/even address. Note that in 16 bpp color depths the Source address is guaranteed to 
be even.
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6. Program the BitBLT Operation Register to select the Color Expand BitBLT. 
REG[103h] is set to 08h.

7. Program the Color Expansion Register. The formula for this example is as follows. 

Reg[102h] = 7 - (Sx MOD 8)
= 7 - (125 MOD 8)
= 7 - 5
= 2

REG[102h] is set to 02h.

8. Program the Background Color Registers to the background color. REG[115h] is set 
to 00h and REG[114h] is set to 7Ch (124 decimal).

Note that for 16 bpp color depths, REG[115h] and REG[114h] are both required and 
programmed directly with the value of the background color.

9. Program the Foreground Color Registers to the foreground color. REG[119h] is set to 
00h and REG[118h] is set to 86h (134 decimal).

Note that for 16 bpp color depths REG[119h] and Reg[118h] are both required and 
programmed directly with the value of the foreground color.

10. Program the BitBLT Color Format Register for 8 bpp operation. REG[101h] is set to 
00h.

11. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640 ÷ 2
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.

12. Calculate the number of WORDS the BitBLT engine expects to receive.

First, the number of WORDS in one BitBLT line must be calculated as follows.

nWordsOneLine = ((125 MOD 16) + 12 + 15) ÷ 16
= (13 + 12 + 15) ÷ 16
= 40 ÷ 16
= 2

Therefore, the total WORDS the BitBLT engine expects to receive is calculated as 
follows.

nWords = nWordsOneLine × 18
= 2 × 18
= 36
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13. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation and wait for the BitBLT Engine to start. REG[100h] is 
set to 80h, then wait until REG[100h] bit 7 returns a 1. 

14. Prior to writing all nWORDS to the BitBLT FIFO, confirm the BitBLT FIFO is not 
full (REG[100h] bit 4 returns a 0). One WORD expands into 16 pixels which fills all 
16 FIFO words in 16 bpp or 8 FIFO words in 8 bpp.

The following table summarizes how many words can be written to the BitBLT FIFO.

15. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated.

10.2.3  Color Expand BitBLT With Transparency

This BitBLT operation is virtually identical to the Color Expand BitBLT, except the 
background color is completely ignored. All bits set to 1 in the source monochrome bitmap 
are color expanded to the foreground color. All bits set to 0 that would be expanded to the 
background color in the Color Expand BitBLT are not expanded at all.

Program REG[103h] to 09h instead of 08h. Programming the background color is not 
required.

Table 10-5: Possible BitBLT FIFO Writes

BitBLT Control Register 0 (REG[100h]) 8 bpp Word
Writes Available

16 bpp Word 
Writes AvailableFIFO Not Empty Status FIFO Half Full Status FIFO Full Status

0 0 0 2 1
1 0 0 1

0 (do not write)1 1 0
0 (do not write)

1 1 1
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10.2.4  Solid Fill BitBLT

The Solid Fill BitBLT fills a rectangular area of the display buffer with a solid color. This 
operation is used to paint large screen areas or to set areas of the display buffer to a given 
value.

Example 11: Fill a red 9 x 321 rectangle at the screen coordinates x = 100, y = 10 us-
ing a 640x480 display at a color depth of 16 bpp.

1. Calculate the destination address (upper left corner of the destination rectangle) using 
the following formula.

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (10 × (640 × 2)) + (100 × 2)
= 13000
= 32C8h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 1280 for 16 bpp.

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 32h, and REG[108h] is set to C8h.

2. Program the BitBLT Width Registers to 9 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 08h.

3. Program the BitBLT Height Registers to 321 - 1. REG[113h] is set to 01h and 
REG[112h] is set to 40h (320 decimal).

4. Program the BitBLT Foreground Color Registers. REG[119h] is set to F8h and 
REG[118h] is set to 00h (Full intensity red in 16 bpp is F800h).

5. Program the BitBLT Operation Register to select Solid Fill. REG[103h] is set to 0Ch.

6. Program the BitBLT Color Format Register for 16 bpp operations. REG[101h] is set 
to 01h.

7. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640
= 280h

REG[10Dh] is set to 02h and REG[10Ch] is set to 80h.

8. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation. REG[100h] is set to 80h.
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9. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

10.2.5  Move BitBLT in a Positive Direction with ROP

The Move BitBLT moves an area of the display buffer to a different area of the display 
buffer. This operation has two intended purposes:

• Copying unattended display buffer to display buffer.

• Saving a visible bitmap to off-screen display buffer.

The Move BitBLT may move data from one rectangular area to another, or it may be 
specified as linear. This allows the temporary saving of a portion of the visible display 
buffer to an area off-screen. The linear configuration may be applied to the source or desti-
nation. Defining the Move BitBLT as linear allows each line of the Move BitBLT area to 
be placed directly after the previous line, rather than requiring a complete row of address 
space for each line.

Note
When the destination area overlaps the original source area and the destination address 
is greater then the source address, use the Move BitBLT in Negative Direction with 
ROP.

Figure 10-1: Move BitBLT Usage

D

S

S

D

Destination Address less than Source Address

Use Move BitBLT in Positive Direction

Destination Address greater than Source Address

Use Move BitBLT in Negative Direction
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Example 12: Copy a 9 x 321 rectangle at the screen coordinates x = 100, y = 10 to 
screen coordinates x = 200, y = 20 using a 640x480 display at a color 
depth of 16 bpp.

1. Calculate the source and destination addresses (upper left corners of the source and 
destination rectangles), using the following formula.

SourceAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (10 × (640 × 2)) + (100 × 2)
= 13000
= 32C8h

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (20 × (640 × 2)) + (200 × 2)
= 26000
= 6590h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 1280 for 16 bpp

Program the BitBLT Source Start Address Registers. REG[106h] is set to 00h, 
REG[105h] is set to 32h, and REG[104h] is set to C8h.

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 65h, and REG[108h] is set to 90h.

2. Program the BitBLT Width Registers to 9 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 08h.

3. Program the BitBLT Height Registers to 321 - 1. REG[113h] is set to 01h and 
REG[112h] is set to 40h (320 decimal). 

4. Program the BitBLT Operation Register to select the Move BitBLT in Positive Direc-
tion with ROP. REG[103h] is set to 02h.

5. Program the BitBLT ROP Code Register to select Destination = Source. REG[102h] 
is set to 0Ch.

6. Program the BitBLT Color Format Select bit for 16 bpp operations. REG[101h] is set 
to 01h.

7. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640
= 280h

REG[10Dh] is set to 02h and REG[10Ch] is set to 80h.
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8. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation. REG[100h] is set to 80h.

9. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

10.2.6  Move BitBLT in Negative Direction with ROP

The Move BitBLT in Negative Direction with ROP is very similar to the Move BitBLT in 
Positive direction and must be used when the source and destination BitBLT areas overlap 
and the destination address is greater then the source address.

Note
For the Move BitBLT in Negative Direction it is necessary to calculate the addresses of 
the last pixel as opposed to the first pixel. This means calculating the addresses of the 
lower right corners as opposed to the upper left corners.

Example 13: Copy a 9 x 321 rectangle at the screen coordinates x = 100, y = 10 to 
screen coordinates X = 105, Y = 20 using a 640x480 display at a color 
depth of 16 bpp.

In the following example, the coordinates of the source and destination rectangles inten-
tionally overlap.

1. Calculate the source and destination addresses (lower right corners of the source and 
destination rectangles) using the following formula.

SourceAddress 
= ((y + Height - 1) × ScreenStride) + ((x + Width - 1) × BytesPerPixel)
= ((10 + 321 - 1) × (640 × 2)) + ((100 + 9 - 1) × 2)
= 422616
= 672D8h

DestinationAddress
= ((Y + Height - 1) × ScreenStride) + ((X + Width - 1) × BytesPerPixel)
= ((20 + 321 - 1) × (640 × 2)) + ((105 + 9 - 1) × 2)
= 435426
= 6A4E2h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 1280 for 16 bpp
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Program the BitBLT Source Start Address Registers. REG[106h] is set to 06h, 
REG[105h] is set to 72h, and REG[104h] is set to D8h.

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 06h, 
REG[109h] is set to A4h, and REG[108h] is set to E2h.

2. Program the BitBLT Width Registers to 9 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 08h.

3. Program the BitBLT Height Registers to 321 - 1. REG[113h] is set to 01h and 
REG[112h] is set to 40h (320 decimal).

4. Program the BitBLT Operation Register to select the Move BitBLT in Negative Di-
rection with ROP. REG[103] is set to 03h.

5. Program the BitBLT ROP Code Register to select Destination = Source. REG[102h] 
is set to 0Ch.

6. Program the BitBLT Color Format Select bit for 16 bpp operations. REG[101h] is set 
to 01h.

7. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640
= 280h

REG[10Dh] is set to 02h and REG[10Ch] is set to 80h.

8. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation. REG[100h] is set to 80h.

9. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 
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10.2.7  Transparent Write BitBLT

The Transparent Write BitBLT increases the speed of transferring data from system 
memory to the display buffer. Once the Transparent Write BitBLT begins, the BitBLT 
engine remains active until all pixels have been written.

The Transparent Write BitBLT updates a specified area of the display buffer with data 
supplied by the CPU. This BitBLT is typically used to copy a bitmap image from system 
memory to the display buffer with one color marked as transparent. Any pixel of the trans-
parent color is not transferred. This allows fast display of non-rectangular images. For 
example, consider a source bitmap having a red circle on a blue background. By selecting 
the blue color as the transparent color and using the Transparent Write BitBLT on the whole 
rectangle, the effect is a BitBLT of the red circle only. The Transparent Write BitBLT 
supports both Destination Linear and Destination Rectangular modes.

The Transparent Write BitBLT requires the CPU to provide data. The BitBLT engine 
expects to receive a certain number of WORDS. For 16 bpp color depths, the number of 
WORDS is the same as the number of pixels due to the fact that each pixel is one WORD 
wide. The number of WORD writes the BitBLT engine expects is calculated using the 
following formula.

nWORDS = nPixels
= BitBLT Width × BitBLT Height

For 8 bpp color depths, the formula must take into consideration that the BitBLT engine 
accepts only WORD accesses and each pixel is one BYTE. The BitBLT engine needs to 
know whether the first pixel of a line is stored in the low byte or high byte. This is deter-
mined by bit 0 of the Source Start Address Register 0 (REG[104h]). If the Source Phase is 
1 (bit 0 of the Source Start Address Register 0 is set), the first pixel of each line is in the 
high byte of the WORD and the contents of the low byte are ignored. If the Source Phase 
is 0, the first pixel is in the low byte and the second pixel is in the high byte. Depending on 
the Source Phase and the BitBLT Width, the last WORD in each line may contain only one 
pixel. It is always in the low byte if more than one WORD per line is required. The number 
of WORD reads the BitBLT engine expects for 8 bpp color depths is shown in the following 
formula.

nWORDS = ((BitBLTWidth + 1 + SourcePhase) ÷ 2) × BitBLTHeight

Note
The BitBLT engine counts WORD writes in the BitBLT address space. This does not 
imply only 16-bit CPU instructions are acceptable. If a system is able to separate one 
DWORD write into two WORD writes, then 32-bit CPU instructions are acceptable. 
Otherwise, 16-bit CPU instructions are required.
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Example 14: Write 100 x 20 pixels at the screen coordinates x = 25, y = 38 using a 
640x480 display at a color depth of 8 bpp. Transparent color is high in-
tensity blue (assumes LUT Index 124).

1. Calculate the destination address (upper left corner of the screen BitBLT rectangle), 
using the formula:

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (38 × 640) + (25 × 1)
= 24345
= 5F19h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 640 for 8 bpp

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 5Fh, and REG[108h] is set to 19h.

2. Program the BitBLT Width Registers to 100 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 63h (99 decimal).

3. Program the BitBLT Height Registers to 20 - 1. REG[113h] is set to 00h and 
REG[112h] is set to 13h (19 decimal).

4. Program the Source Phase in the BitBLT Source Start Address Register. In this exam-
ple, the data is WORD aligned, so the source phase is 0. REG[104h] is set to 00h. 

5. Program the BitBLT Operation Register to select Transparent Write BitBLT. 
REG[103h] is set to 04h.

6. Program the BitBLT Background Color Registers to select transparent color. 
REG[114h] is set to 7Ch (124 decimal). 

Note that for 16 bpp color depths, REG[115h] and REG[114h] are both required and 
programmed directly with the value of the transparent background color.

7. Program the BitBLT Color Format Select bit for 8 bpp operations. REG[101h] is set 
to 00h.

8. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640 ÷ 2
= 320
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.
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9. Calculate the number of WORDS the BitBLT engine expects to receive.

nWORDS = ((BLTWidth + 1 + SourcePhase) ÷ 2) × BLTHeight
= (100 + 1 + 0) ÷ 2 × 20
= 1000
= 3E8h

10. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation and wait for the BitBLT engine to start. REG[100h] is 
set to 80h, then wait until REG[100h] bit 7 returns a 1.

11. Prior to writing all nWORDS to the BitBLT FIFO, confirm the BitBLT FIFO is not 
full (REG[100h] bit 4 returns a 0). If the BitBLT FIFO Not Empty Status returns a 0 
(the FIFO is empty), write up to 16 WORDS. If the BitBLT FIFO Not Empty Status 
returns a 0 and the BitBLT FIFO Half Full Status returns a 0 then you can write up to 
8 WORDS. If the BitBLT FIFO Full Status returns a 1, do not write to the BitBLT 
FIFO until it returns a 0.

The following table summarizes how many words can be written to the BitBLT FIFO.

12. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

Table 10-6: Possible BitBLT FIFO Writes

BitBLT Control Register 0 (REG[100h]) Word Writes 
AvailableFIFO Not Empty Status FIFO Half Full Status FIFO Full Status

0 0 0 16
1 0 0 8

1 1 0 less than 8
1 1 1 0 (do not write)
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10.2.8  Transparent Move BitBLT in Positive Direction

The Transparent Move BitBLT in Positive Direction moves an area of the display buffer to 
a different area of the display buffer. It allows for selection of a transparent color which is 
not copied during the BitBLT. This allows fast display of non-rectangular images. For 
example, consider a source bitmap having a red circle on a blue background. By selecting 
the blue color as the transparent color and using the Transparent Move BitBLT on the 
whole rectangle, the effect is a BitBLT of the red circle only.

The Transparent Move BitBLT may move data from one rectangular area to another, or it 
may be specified as linear. The linear configuration may be applied to the source or desti-
nation. Defining the Move BitBLT as linear allows each line of the Move BitBLT area to 
be placed directly after the previous line, rather than requiring a complete row of address 
space for each line.

Note
The Transparent Move BitBLT is supported only in a positive direction.

Example 15: Copy a 9 x 321 rectangle at the screen coordinates x = 100, y = 10 to 
screen coordinates X = 200, Y = 20 using a 640x480 display at a color 
depth of 16 bpp. Transparent color is blue.

1. Calculate the source and destination addresses (upper left corners of the source and 
destination rectangles), using the formula:

SourceAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (10 × (640 × 2)) + (100 × 2)
= 13000
= 32C8h

DestinationAddress = (Y × ScreenStride) + (X × BytesPerPixel)
= (20 × (640 × 2)) + (200 × 2)
= 26000
= 6590h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixel = 1280 for 16 bpp

Program the BitBLT Source Start Address Registers. REG[106h] is set to 00h, 
REG[105h] is set to 32h, and REG[104h] is set to C8h.

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 65h, and REG[108h] is set to 90h.

2. Program the BitBLT Width Registers to 9 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 08h.

3. Program the BitBLT Height Registers to 321 - 1. REG[113h] is set to 01h and 
REG[112h] is set to 40h (320 decimal).
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4. Program the BitBLT Operation Register to select the Transparent Move BitBLT in 
Positive Direction. REG[103h] is set to 05h.

5. Program the BitBLT Background Color Registers to select blue as the transparent col-
or. REG[115h] is set to 00h and REG[114h] is set to 1Fh (Full intensity blue in 16 bpp 
is 001Fh).

6. Program the BitBLT Color Format Register to select 16 bpp operations. REG[101h] is 
set to 01h.

7. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640
= 280h

REG[10Dh] is set to 02h and REG[10Ch] is set to 80h.

8. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0). 

Start the BitBLT operation. REG[100h] is set to 80h.

9. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

10.2.9  Pattern Fill BitBLT with ROP

The Pattern Fill BitBLT with ROP fills a specified rectangular area of the display buffer 
with a pattern. The fill pattern is an array of pixels stored in off-screen display buffer. The 
fill pattern is limited to an eight by eight pixel array and must be loaded to off-screen 
memory prior to the BitBLT starting. The pattern can be logically combined with the desti-
nation using all 16 ROP codes, but typically the copy pattern ROP is used (ROP code 0Ch).

The pattern itself must be stored in a consecutive array of pixels. As a pattern is defined to 
be 8x8 pixels, this results in 64 consecutive bytes for 8 bpp color depths and 128 bytes for 
16 bpp color depths. For 8 bpp color depths the pattern must begin on a 64 byte boundary, 
for 16 bpp color depths the pattern must begin on a 128 byte boundary.

To fill an area using the pattern BitBLT, the BitBLT engine requires the location of the 
pattern, the destination rectangle position and size, and the ROP code. The BitBLT engine 
also needs to know which pixel from the pattern is the first pixel in the destination rectangle 
(the pattern start phase). This allows seamless redrawing of any part of the screen using the 
pattern fill.
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Example 16: Fill a 100 x 250 rectangle at the screen coordinates x = 10, y = 20 with 
the pattern in off-screen memory at offset 10 0000h using a 640x480 dis-
play at a color depth of 8 bpp. The first pixel (upper left corner) of the 
rectangle is the pattern pixel at x = 3, y = 4.

1. Calculate the destination address (upper left corner of the destination rectangle), using 
the formula:

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (20 × 640) + (10 × 1)
= 12810
= 320Ah

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixels = 640 for 8 bpp

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 32h, and REG[108h] is set to 0Ah.

2. Calculate the source address. This is the address of the pixel in the pattern that is the 
origin of the destination fill area. The pattern begins at offset 1M, but the first pattern 
pixel is at x = 3, y = 4. Therefore, an offset within the pattern itself must be calculated.

SourceAddress
= PatternOffset + StartPatternY × 8 × BytesPerPixel + StartPatternX × BytesPerPixel
= 1M + (4 × 8 × 1) + (3 × 1)
= 1M + 35
= 1048611
= 100023h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp

Program the BitBLT Source Start Address Registers. REG[106h] is set to 10h, 
REG[105h] is set to 00h, and REG[104h] is set 23h.

3. Program the BitBLT Width Registers to 100 - 1. REG[111h] is set to 00h, REG[110h] 
is set to 63h (99 decimal).

4. Program the BitBLT Height Registers to 250-1. REG[113h] is set to 00h, and 
REG[112h] is set to F9h (249 decimal).

5. Program the BitBLT Operation Register to select the Pattern Fill with ROP. 
REG[103h] is set to 06h.

6. Program the BitBLT ROP Code Register to select Destination = Source. REG[102h] 
is set to 0Ch.

7. Program the BitBLT Color Format Select bit for 8 bpp operations. REG[101h] is set 
to 00h.
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8. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640 ÷ 2
= 320
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.

9. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation. REG[100h] is set to 80h.

10. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

10.2.10  Pattern Fill BitBLT with Transparency

The Pattern Fill BitBLT with Transparency fills a specified rectangular area of the display 
buffer with a pattern. When a transparent color is selected, pattern pixels of the transparent 
color will not get copied, allowing creation of hatched patterns. The fill pattern is an eight 
by eight array of pixels stored in off-screen display buffer. The fill pattern must be loaded 
to off-screen display buffer prior to the BitBLT starting.

The pattern itself must be stored in a consecutive array of pixels. As a pattern is defined to 
be eight pixels square, this results in 64 consecutive bytes for 8 bpp color depths and 128 
bytes for 16 bpp color depths. For 8 bpp color depths the pattern must begin on a 64 byte 
boundary, for 16 bpp color depths the pattern must begin on a 128 byte boundary.

To fill an area using the Pattern Fill BitBLT with Transparency, the BitBLT engine requires 
the location of the pattern, the destination rectangle position and size, and the transparency 
color. The BitBLT engine also needs to know which pixel from the pattern is the first pixel 
in the destination rectangle (the pattern start phase). This allows seamless redrawing of any 
part of the screen using the pattern fill.
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Example 17: Fill a 100 x 250 rectangle at the screen coordinates x = 10, y = 20 with 
the pattern in off-screen memory at offset 10000h using a 640x480 dis-
play at a color depth of 8 bpp. The first pixel (upper left corner) of the 
rectangle is the pattern pixel at x = 3, y = 4. Transparent color is blue (as-
sumes LUT index 1).

1. Calculate the destination address (upper left corner of destination rectangle), using the 
formula:

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (20 × 640) + (10 × 1)
= 12810
= 320Ah

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixels = 640 for 8 bpp

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 32h, and REG[108h] is set to 0Ah.

2. Calculate the source address. This is the address of the pixel in the pattern that is the 
origin of the destination fill area. The pattern begins at offset 1M, but the first pattern 
pixel is at x = 3, y = 4. Therefore, an offset within the pattern itself must be calculated.

SourceAddress
= PatternOffset + StartPatternY × 8 × BytesPerPixel + StartPatternX × BytesPerPixel
= 1M + (4 × 8 × 1) + (3 × 1)
= 1M + 35
= 1048611
= 100023h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp

Program the BitBLT Source Start Address Registers. REG[106h] is set to 10h, 
REG[105h] is set to 00h, and REG[104h] is set 23h.

3. Program the BitBLT Width Registers to 100 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 63h (99 decimal).

4. Program the BitBLT Height Registers to 250-1. REG[113h] is set to 00h, and 
REG[112h] is set to F9h (249 decimal).

5. Program the BitBLT Operation Register to select the Pattern Fill BitBLT with Trans-
parency. REG[103h] is set to 07h.
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6. Program the BitBLT Background Color Registers to select transparent color. This ex-
ample uses blue (LUT index 1) as the transparent color. REG[114h] is set to 01h.

Note that for 16 bpp color depths, REG[115h] and REG[114h] are both required and 
programmed directly with the value of the transparent background color. For example, 
for full intensity green to be the transparent color in 16 bpp, REG[115h] is set to 07h 
and REG[114h] is set to E0h.

7. Program the BitBLT Color Format Select bit for 8 bpp operations. REG[101h] is set 
to 00h.

8. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640 ÷ 2
= 320
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.

9. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation. REG[100h] is set to 80h.

10. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 
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10.2.11  Move BitBLT with Color Expansion

The Move BitBLT with Color Expansion takes a monochrome bitmap as the source and 
color expands it into the destination. Color expansion moves all bits in the monochrome 
source to pixels in the destination. All bits in the source set to one are expanded into desti-
nation pixels of the selected foreground color. All bits in the source set to zero are expanded 
into pixels of the selected background color.

The Move BitBLT with Color Expansion is used to accelerate text drawing on the screen. 
A monochrome bitmap of a font in off-screen memory occupies very little space and takes 
advantage of the hardware acceleration. Since the foreground and background colors are 
programmable, text of any color can be created.

The Move BitBLT with Color Expansion may move data from one rectangular area to 
another, or it may be specified as linear. The linear configuration may be applied to the 
source or destination. Defining the Move BitBLT as linear allows each line of the Move 
BitBLT area to be placed directly after the previous line, rather than requiring a complete 
row of address space for each line.

Note
The BitBLT ROP Code/Color Expansion Register must be programmed to value 07h. 
Therefore, the first word in a line color expansion starts with the most significant bit of 
the low or high byte.

Example 18: Color expand a 9 x 16 rectangle using the pattern in off-screen memory 
at 10 0000h and move it to the screen coordinates x = 200, y = 20. As-
sume a 640x480 display at a color depth of 16 bpp, Foreground color of 
black, and background color of white.

1. Calculate the destination and source addresses (upper left corner of the destination and 
source rectangles), using the formula.

DestinationAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (20 × (640 × 2)) + (200 × 2)
= 26000
= 6590h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixels = 1280 for 16 bpp

SourceAddress = 1M
= 100000h

Program the BitBLT Destination Start Address Registers. REG[10Ah] is set to 00h, 
REG[109h] is set to 65h, and REG[108h] is set to 90h.

Program the BitBLT Source Start Address Registers. REG[106h] is set to 10h, 
REG[105h] is set to 00h, and REG[104h] is set to 00h.
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2. Program the BitBLT Width Registers to 9 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 08h.

3. Program the BitBLT Height Registers to 16 - 1. REG[113h] is set to 00h and 
REG[112h] is set to 0Fh.

4. Program the BitBLT ROP Code/Color Expansion Register. REG[102h] is set to 
07h.

5. Program the BitBLT Operation Register to select the Move BitBLT with Color Ex-
pansion. REG[103h] is set to 0Bh.

6. Program the BitBLT Foreground Color Register to select black (in 16 bpp black = 
0000h). REG[119h] is set to 00h and REG[118h] is set to 00h.

7. Program the BitBLT Background Color Register to select white (in 16 bpp white = 
FFFFh). REG[115h] is set to FFh and REG[114h] is set to FFh.

8. Program the BitBLT Color Format Select bit for 16 bpp operations. REG[101h] is set 
to 01h.

9. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640
= 280h

REG[10Dh] is set to 02h and REG[10Ch] is set to 80h.

10. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0). 

Start the BitBLT operation. REG[100h] is set to 80h.

11. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated. 

10.2.12  Transparent Move BitBLT with Color Expansion

The Transparent Move BitBLT with Color Expansion is virtually identical to the Move 
BitBLT with Color Expansion. The background color is ignored and bits in the 
monochrome source bitmap set to 0 are not color expanded.
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10.2.13  Read BitBLT

This Read BitBLT increases the speed of transferring data from the display buffer to system 
memory. This BitBLT complements the Write BitBLT and is typically used to save a part 
of the display buffer to the system memory. Once the Read BitBLT begins, the BitBLT 
engine remains active until all the pixels have been read.

The BitBLT engine requires the address to copy from and the size of the area to copy (width 
x height). The BitBLT engine expects to read a certain number of words. For 16 bpp color 
depths, the number of words is the same as the number of pixels due to the fact that each 
pixel is one WORD wide. The number of WORD reads the BitBLT engine expects is calcu-
lated using the following formula.

nWORDS = nPixels
= BitBLT Width × BitBLT Height

For 8 bpp color depths, the formula must take into consideration that the BitBLT engine 
accepts only WORD accesses and each pixel is one BYTE. The BitBLT engine needs to 
know whether the first pixel of each line is stored in the low byte or high byte. This is deter-
mined by bit 0 of the Destination Start Address Register 0 (REG[108h]). If the Destination 
Phase is 1 (bit 0 of the Destination Start Address Register 0 is set), the first pixel of each 
line is placed in the high byte of the WORD and the contents of the low byte is undefined. 
If the Destination Phase is 0, the first pixel is placed in the low byte and the second pixel is 
placed in the high byte. Depending on the Destination Phase and the BitBLT Width, the last 
WORD in each line may contain only one pixel. It is always in the low byte if more than 
one WORD per line is required. The number of WORD reads the BitBLT engine expects 
for 8 bpp color depths is shown in the following formula.

nWORDS = ((BLTWidth + 1 + DestinationPhase) ÷ 2) × BLTHeight

Example 19: Read 100 x 20 pixels at the screen coordinates x = 25, y = 38 and save 
to system memory. Assume a display of 640x480 at a color depth of 8 
bpp.

1. Calculate the source address (upper left corner of the screen BitBLT rectangle), using 
the formula.

SourceAddress = (y × ScreenStride) + (x × BytesPerPixel)
= (38 × 640) + (25 × 1)
= 24345
= 5F19h

where:
BytesPerPixel = 1 for 8 bpp
BytesPerPixel = 2 for 16 bpp
ScreenStride = DisplayWidthInPixels × BytesPerPixels = 640 for 8 bpp

Program the BitBLT Source Start Address Registers. REG[106h] is set to 00h, 
REG[105h] is set to 5Fh, and REG[104h] is set to 19h.
Programming Notes and Examples S1D13806
Issue Date: 01/02/26 X28B-G-003-04



Page 94 Epson Research and Development
Vancouver Design Center
2. Program the BitBLT Width Registers to 100 - 1. REG[111h] is set to 00h and 
REG[110h] is set to 63h (99 decimal).

3. Program the BitBLT Height Registers to 20 - 1. REG[113h] is set to 00h and 
REG[112h] is set to 13h (19 decimal).

4. Program the Destination Phase in the BitBLT Destination Start Address Register. In 
this example, the data is WORD aligned, so the destination phase is 0. REG[108h] is 
set to 0.

5. Program the BitBLT Operation to select the Read BitBLT. REG[103h] is set to 01h.

6. Program the BitBLT Color Format Select bit for 8 bpp operations. REG[101h] is set 
to 00h.

7. Program the BitBLT Memory Offset Registers to the ScreenStride in WORDS.

BltMemoryOffset = ScreenStride ÷ 2
= 640 ÷ 2
= 320
= 140h

REG[10Dh] is set to 01h and REG[10Ch] is set to 40h.

8. Calculate the number of WORDS the BitBLT engine expects to receive.

nWORDS = ((BLTWidth + 1 + DestinationPhase) ÷ 2) ×BLTHeight
= (100 + 1 + 0) ÷ 2 × 20
= 1000
= 3E8h

9. Program the BitBLT Destination/Source Linear Select bits for a rectangular BitBLT 
(BitBLT Destination Linear Select = 0, BitBLT Source Linear Select = 0).

Start the BitBLT operation and wait for the BitBLT engine to start. REG[100h] is 
set to 80h, then wait until REG[100h] bit 7 returns a 1.
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10. Prior to reading all nWORDS from the BitBLT FIFO, confirm the BitBLT FIFO is not 
empty (REG[100h] bit 4 returns a 1). If the BitBLT FIFO Not Empty Status returns a 
1 and the BitBLT FIFO Half Full Status returns a 0 then you can read up to 8 
WORDS. If the BitBLT FIFO Full Status returns a 1, read up to 16 WORDS. If the 
BitBLT FIFO Not Empty Status returns a 0 (the FIFO is empty), do not read from the 
BitBLT FIFO until it returns a 1.

The following table summarizes how many words can be read from the BitBLT FIFO.

11. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

Note
The order of register initialization is irrelevant as long as all relevant registers are pro-
grammed before the BitBLT is initiated.

10.3  S1D13806 BitBLT Synchronization

A BitBLT operation can only be started if the BitBLT engine is not busy servicing another 
BitBLT. Before a new BitBLT operation is started, software must confirm the BitBLT 
Active Status bit (REG[100h] bit 7) returns a 0. Software can either test this bit after each 
BitBLT operation, or before each BitBLT operation.

Testing the BitBLT Status After

Testing the BitBLT Active Status after starting a new BitBLT is simpler and less prone to 
errors.

To test after each BitBLT operation, perform the following.

1. Program and start the BitBLT engine.

2. Wait for the current BitBLT operation to finish -- Poll the BitBLT Active Status bit 
(REG[100h] bit) until it returns a 0. 

3. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

4. Continue the program.

Table 10-7: Possible BitBLT FIFO Reads

BitBLT Control Register 0 (REG[100h]) Word Reads 
AvailableFIFO Not Empty Status FIFO Half Full Status FIFO Full Status

0 0 0 0 (do not read)
1 0 0 up to 8

1 1 0 8
1 1 1 16
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Testing the BitBLT Status Before

Testing the BitBLT Active Status before starting a new BitBLT results in better perfor-
mance, as both CPU and BitBLT engine can be running at the same time. This is most 
useful for BitBLTs that are self completing (once started they don’t require any CPU assis-
tance). While the BitBLT engine is busy, the CPU can do other tasks. To test before each 
BitBLT operation, perform the following.

1. Wait for the current BitBLT operation to finish -- Poll the BitBLT Active Status bit 
(REG[100h] bit 7) until it returns a 0.

2. Once the BitBLT operation is finished, read one word from offset 0 in the BitBLT 
memory area to shutdown the BitBLT engine.

3. Program and start the new BitBLT operation.

4. Continue the program (CPU and BitBLT engine work independently).

However, this approach can pose problems when mixing CPU and BitBLT access to the 
display buffer. For example, if the CPU writes a pixel while the BitBLT engine is running 
and the CPU writes a pixel before the BitBLT finishes, the pixel may be overwritten by the 
BitBLT. To avoid this scenario, always assure no BitBLT is in progress before accessing 
the display buffer with the CPU, or don’t use the CPU to access display buffer at all.

10.4   S1D13806 BitBLT Known Limitations

The S1D13806 BitBLT engine has the following limitations.

• BitBLT Width must be greater than 0.

• BitBLT Height must be greater than 0.

• The BitBLT engine is not SwivelView aware. If BitBLTs are used when SwivelView is 
enabled, the horizontal and vertical coordinates are swapped. It may be possible to recal-
culate these coordinates allowing use of some of the BitBLT functions. However the 
coordinate transformations required may nullify the benefits of the BitBLT.

• The Pattern Fill with ROP (0Ch or 03h) and Transparent Pattern Fill are designed such 
that the BitBLT Width must be > 1 for 16 bpp color depths and > 2 for 8 bpp.

• One word must be read from the BitBLT area between each BitBLT operation.

10.5  Sample Code

Sample code demonstrating how to program the S1D13806 BitBLT engine is provided in 
the file 86sample.zip. This file is available on the internet at www.erd.epson.com.
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11  CRT/TV Considerations

The S1D13806 is capable of driving an LCD panel, CRT display, or a TV monitor. 
However, only an LCD panel and CRT or an LCD panel and TV can be driven simulta-
neously. It is not possible to drive both a CRT and TV at the same time.

The horizontal and vertical timing requirements of LCD panels allows for a wide timing 
variance. In comparison, a CRT display has very strict timing requirements with even a 
very small timing variance degrading the displayed image. TV monitors require timings 
based on the NTSC or PAL specifications.

The utility 1386cfg.exe can be used to generate a header file containing the register values 
required for CRT/TV or LCD panel timings. For further information on 1386cfg.exe, see 
the 1386CFG Users Manual, document number X28B-B-001-xx.

11.1  CRT Considerations

CRT timings are based on the VESA Monitor Timing Specifications. The VESA specifi-
cation details all the parameters of the display and non-display times, as well as the input 
clock required to meet the times. Failing to use correct timings can result in an unsyn-
chronized image on a particular monitor, which can permanently damage the 
monitor. Virtually all VGA monitors sync if VESA timings are used.

For more information on VESA timings, contact the Video Electronics Standards Associ-
ation on the internet at www.vesa.org.

11.1.1  Generating CRT timings with 1386CFG

1386cfg.exe will generate correct VESA timings for 640x480 and 800x600 if provided the 
correct VESA input clock. The following timings can be generated:

• 640x480 @ 60Hz  (Input Clock = 25.175 MHz)

• 640x480 @ 72Hz  (Input Clock = 31.500 MHz)

• 640x480 @ 75Hz  (Input Clock = 31.500 MHz)

• 640x480 @ 85 Hz (Input Clock = 36.000 MHz)

• 800x600 @ 56 Hz (Input Clock = 36.000 MHz)

• 800x600 @ 60 Hz (Input Clock = 40.000 MHz)

11.1.2  DAC Output Level Selection

When the CRT is active, the DAC Output Level Select bit (REG[05Bh] bit 3) can be used 
to double values output to the DAC. This would normally result in very bright colors on the 
display, but if IREF is reduced at the same time the display will remain at its intended 
brightness and power consumption is reduced.
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11.1.3  Examples

Example 20: Enable the CRT display. Assume the CRT timing registers are already 
programmed.

1. Confirm the TV PAL/NTSC Output Select bit is clear. REG[05Bh] bit 0 is set to 0.

2. Confirm the CRT and TV displays are disabled. REG[1FCh] bits 2-1 are set to 0.

3. Enable the CRT. REG[1FCh] is set to 1.

Sample code demonstrating how to enable the CRT display is provided in the file 86_crt.c 
(part of the file 86sample.zip). This file is available on the internet at  www.erd.epson.com.

11.2  TV Considerations

TV timings are based on either the NTSC or PAL specifications. The TV display can be 
output in either composite video or S-video format.

11.2.1  NTSC Timings

NTSC timings require a 14.318 MHz input clock. With the correct input clock the 
following resolutions are supported.

• 640x480

• 696x436

• 752x484

11.2.2  PAL Timings

PAL timings require a 17.734 MHz input clock. With the correct input clock the following 
resolutions are supported.

• 640x480

• 800x572

• 856x518

• 920x572
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11.2.3  TV Filters

The S1D13806 is designed with three filters which improve TV picture quality.

• Flicker Filter.

• Chrominance Filter.

• Luminance Filter.

Each filter is independent and can be enabled/disabled separately. The TV picture quality 
varies depending on the actual picture displayed (static image, moving image, number of 
colors etc.) and may be improved using the filters.

Flicker Filter

The Flicker Filter is controlled by the Display Mode Select bits (REG[1FCh] bits 2-0). It 
reduces the “flickering” effect seen on interlaced displays caused by sharp vertical image 
transitions that occur over one line (e.g. one pixel high lines, edges of window boxes, etc.). 
The Flicker Filter may be used to for both composite video and S-video formats.

Note
The CRT/TV PCLK 2X Enable bit (REG[018h] bit 7) must be set to 1 when the Flicker 
Filter is enabled.

Chrominance Filter

The Chrominance Filter is controlled by the TV Chrominance Filter Enable bit 
(REG[05Bh] bit 5). It adjusts the color of the TV, reducing the “ragged edges” seen a the 
boundaries between sharp color transitions. The Chrominance Filter may improve the TV 
picture quality when in composite video format.

Luminance Filter

The Luminance Filter is controlled by the TV Luminance Filter Enable bit (REG[05Bh] bit 
4). It adjusts the brightness of the TV, reducing the “rainbow-like” colors at the boundaries 
between sharp brightness transitions. The Luminance Filter may improve the TV picture 
quality when in composite video format.

For further information on the TV filters, see the S1D13806 Hardware Functional Specifi-
cation, document number X28B-A-001-xx.
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11.2.4  Examples

Example 21: Enable the TV display and set the Flicker Filter. Assume the TV timing 
registers are already programmed.

1. Enable the TV with Flicker Filter enabled. REG[1FCh] is set to 06h.

2. Enable the CRT/TV PCLK 2X bit (REG[018h] bit 7). REG[018h] bit 7 is set to 1b.

Sample code demonstrating how to enable the TV display is provided in the file 86_tv.c 
(part of the file 86sample.zip). This file is available on the internet at  www.erd.epson.com.

11.3   Simultaneous Display

The S1D13806 supports simultaneous display of an LCD panel and CRT or an LCD panel 
and TV. Both display images are completely independent. Each display can show separate 
areas of the display buffer and display different color depths. There are separate Look-Up 
Tables and Hardware Cursors/Ink Layers for both the LCD and CRT/TV. If desired, the 
LUTs for the LCD and CRT/TV may be written to simultaneously (REG[1E0h] bit 0 = 0). 

Note
Not all combinations of panel and CRT/TV display resolutions are possible. For further 
information, see the S1D13806 Hardware Functional Specification, document number 
X28B-A-001-xx.
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12  MediaPlug

The S1D13806 is designed with support for MediaPlug. MediaPlug is a digital interface 
supporting the Winnov Videum camera. The Videum camera supports simultaneous video 
and audio capture of streaming (real-time) and still images. It also supports streaming live 
video at speeds near 30 frames per second on fast host systems (i.e. Pentium-2 300MHz or 
faster).

12.1  Programming

MediaPlug and the Winnov Videum camera are a proprietary design of Winnov. Due to the 
complexity of the digital interface, all software and drivers for the camera are provided by 
Winnov. Customers intending to use the MediaPlug interface in their design should contact 
Epson Electronics America to obtain the latest S1D13806 MediaPlug drivers for testing 
purposes.

The MediaPlug interface on the S1D13806 must be enabled to function correctly. To enable 
the MediaPlug interface, CONF7 must be high (1) on the rising edge of RESET#. When the 
MediaPlug interface is enabled, GPIO12 is controlled by the MediaPlug LCMD 
register, and the GPIO12 bits in both REG[005h] and REG[009h] have no effect. Also 
when the MediaPlug interface is enabled, the camera power (VMPEPWR) is controlled by 
GPIO12 pin.

The MediaPlug LCMD 16-bit register REG[1000h] contains status bits which can be read 
by software. For further information on these status bits, see the S1D13806 Hardware 
Functional Specification, document number X28B-A-001-xx.

The MediaPlug IC Revision bits (REG[1000h] bits 11-8) contain the revision of the 
interface. The 16-bit value read from REG[1000h] should be masked with 0F00h and 
compared with 0300h (the current revision of the interface).

The MediaPlug Cable Detected Status bit (REG[1000h] bit 7) determines if a camera is 
connected to the MediaPlug interface. When this bit returns a 0, a camera is connected. 
When this bit returns a 1, a camera is not connected.

The MediaPlug Power Enable to Remote bit (REG[1000h], bit 1) controls the power to the 
remote camera. GPIO12 is controlled by this bit when the MediaPlug interface is enabled. 
Writing this bit is necessary only when software needs to control the GPIO12 pin.
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12.2  Considerations

Software can determine if the MediaPlug interface is enabled or disabled by reading the 
Config Status Register (REG[00Ch]) and masking the data with 80h. If the masked result 
equals 80h, the MediaPlug Interface is enabled.

The MediaPlug interface requires a source clock between 8MHz and 19MHz to operate 
(optimal is 14.318MHz). By default, the MediaPlug software assumes a 14.318MHz 
frequency is available on CLKI2. If the frequency of CLKI2 is changed, software should 
reprogram the MediaPlug Clock Register (REG[01Ch]) to select a clock source that is 
suitable, or program the clock divide bits to obtain a frequency within the correct range.

If the S5U13806B00x evaluation board is used, the clock chip should be programmed to 
support a valid clock for the MediaPlug interface. A HAL function is available which 
programs the clock chip for the MediaPlug interface.
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13  Identifying the S1D13806

The S1D13806 can only be identified once the Memory/Register Select bit is set to 0. The 
steps to identify the S1D13806 are:

1. Set the Memory/Register Select bit to 0 by writing 00h to REG[001h].

2. Read REG[000h].

3. The production version of the S1D13806 will return a value of 1Dh (00011101b).

4. The product code is 7 (000111b based on bits 7-2).

5. The revision code is 1 (01b based on bits 1-0).
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14  Hardware Abstraction Layer (HAL)

The HAL is a processor independent programming library designed to help port applica-
tions and utilities from one S1D13x0x product to another. Epson has provided this library 
as a result of developing test utilities for the S1D13x0x LCD controller products.

The HAL contains functions which are designed to be consistent between S1D13x0x 
products, but as the semiconductor products evolve, so must the HAL; consequently there 
are some differences between HAL functions for different S1D13x0x products.

Note
As the S1D13x0x line of products changes, the HAL may change significantly or cease 
to be a useful tool. Seiko Epson reserves the right to change the functionality of the 
HAL or discontinue its use if no longer required.

14.1  API for 1386HAL

This section is a description of the HAL library Application Programmers Interface (API). 
Updates and revisions to the HAL may include new functions not included in the following 
documentation.

Table 14-1: HAL Functions

Function Description

Initialization

seRegisterDevice
Registers the S1D13806 parameters with the HAL.
seRegisterDevice MUST be the first HAL function called by an application.

seInitReg Initializes the registers, LUT, and allocates memory for default surfaces.

seHalTerminate Frees up memory allocated by the HAL before the application exits.

seGetHalVersion Returns HAL library version information.

seGetId Identifies the controller by interpreting the revision code register.

General HAL Support:

seGetInstalledMemorySize Returns the total size of the display buffer memory.

seGetAvailableMemorySize
Determines the last byte of display memory, before the Dual Panel buffer, available to an 
application.

seGetResolution
seGetLcdResolution
seGetCrtResolution
seGetTvResolution

Retrieve the width and height of the physical display device.

seGetBytesPerScanline
seGetLcdBytesPerScanline
seGetCrtBytesPerScanline
seGetTvBytesPerScanline

Returns the number of bytes in each line of the displayed image. Note that the displayed 
image may be larger than the physical size of the LCD/CR/TV.

seSetPowerSaveMode Sets/resets power save mode.

seGetPowerSaveMode Returns the current power save mode.

seCheckEndian Retrieves the “endian-ness” of the host CPU platform.

seGetLcdOrientation Returns the SwivelView orientation of the LCD panel.

seDelay Delays the given number of seconds before returning.
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seDisplayBlank
seDisplayLcdBlank
seDisplayCrtBlank
seDisplayTvBlank

Blank/unblank the display by disabling/enabling the FIFO.

seDisplayEnable
seLcdDisplayEnable
seCrtDisplayEnable
seTvDisplayEnable

Enable/disable the display.

Advanced HAL Functions:

seBeginHighPriority Increase thread priority for time critical routines.

seEndHighPriority Return thread priority to normal.

seSetClock Set the programmable clock.

Surface Support

seGetSurfaceDisplayMode Returns the display surface associated with the active surface.

seGetSurfaceSize Returns the number of bytes allocated to the active surface.

seGetSurfaceLinearAddress Returns the linear address of the start of display memory for the active surface.

seGetSurfaceOffsetAddress Returns the offset from the start of display memory to the start of surface memory.

seAllocLcdSurface
seAllocCrtSurface
seAllocTvSurface

Use to manually allocate display buffer memory for a surface.

seFreeSurface Free any allocated surface memory.

seSetLcdAsActiveSurface
seSetCrtAsActiveSurface
seSetTvAsActiveSurface

Call one of these functions to change the active surface.

Register Access:

seReadRegByte Reads one register using a byte access.

seReadRegWord Reads two registers using a word access.

seReadRegDword Reads four registers using a dword access.

seWriteRegByte Writes one register using a byte access.

seWriteRegWord Writes two registers using a word access.

seWriteRegDword Writes four registers using a dword access.

Memory Access

seReadDisplayByte Reads one byte from display memory.

seReadDisplayWord Reads one word from display memory.

seReadDisplayDword Reads one dword from display memory.

seWriteDisplayBytes Writes one or more bytes to display memory.

seWriteDisplayWords Writes one or more words to display memory.

seWriteDisplayDwords Writes one or more dwords to display memory.

Color Manipulation:

seWriteLutEntry
seWriteLcdLutEntry
seWriteCrtLutEntry
seWriteTvLutEntry

Writes one RGB element to the lookup table.

Table 14-1: HAL Functions (Continued)

Function Description
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seReadLutEntry
seReadLcdLutEntry
seReadCrtLutEntry
seReadTvLutEntry

Reads one RGB element from the lookup table.

seWriteLut
seWriteLcdLut
seWriteCrtLut
seWriteTvLut

Write the entire lookup table.

seReadLut
seReadLcdLut
seReadCrtLut
seReadTvLut

Read the entire lookup table.

seGetBitsPerPixel
seGetLcdBitsPerPixel
seGetCrtBitsPerPixel
seGetTvBitsPerPixel

Gets the color depth.

seSetBitsPerPixel
seSetLcdBitsPerPixel
seSetCrtBitsPerPixel
seSetTvBitsPerPixel
seSetLcdCrtBitsPerPixel
seSetLcdTvBitsPerPixel

Sets the color depth. In addition to setting the control bits to set the color depth, this 
action sets a default lookup table for the selected color depth and allocates display buffer 
for the surfaces.

Virtual Display

seVirtInit
seLcdVirtInit
seCrtVirtInit
seTvVirtInit
seLcdCrtVirtInit
seLcdTvVirtInit

Initialize a surface to hold an image larger than the physical display size. Also required for 
SwivelView 90° and 270°.

seVirtPanScroll
seLcdVirtPanScroll
seCrtVirtPanScroll
seTvVirtPanScroll
seLcdCrtVirtPanScroll
seLcdTvVirtPanScroll

Pan (right/left) and Scroll (up/down) the display device over the indicated virtual surface.

Drawing

seSetPixel
seSetLcdPixel
seSetCrtPixel
seSetTvPixel

Set one pixel at the specified (x,y) co-ordinate and color.

seGetPixel
seGetLcdPixel
seGetCrtPixel
seGetTvPixel

Returns the color of the pixel at the specified (x,y) co-ordinate.

seDrawLine
seDrawLcdLine
seDrawCrtLine
seDrawTvLine

Draws a line between two endpoints in the specified color

Table 14-1: HAL Functions (Continued)

Function Description
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seDrawRect
seDrawLcdRect
seDrawCrtRect
seDrawTvRect

Draws a rectangle. The rectangle can be outlined or filled.

seDrawCircle
seDrawLcdCircle
seDrawCrtCircle
seDrawTvCircle

Draws a circle of given radius and color at the specified center point.

seDrawEllipse
seDrawLcdEllipse
seDrawCrtEllipse
seDrawTvEllipse

Draws an ellipse centered on a given point with the specified horizontal and vertical 
radius.

Hardware Cursor

seInitCursor
seInitLcdCursor
seInitCrtCursor
seInitTvCursor

Prepares the hardware cursor for use.

seFreeCursor
seFreeLcdCursor
seFreeCrtCursor
seFreeTvCursor

Releases the memory allocated to the hardware cursor by the cursor init function.

seEnableCursor
seEnableLcdCursor
seEnableCrtCursor
seEnableTvCursor

Enable (show) or disable (hide) the hardware cursor.

seGetCursorLinearAddress
seGetLcdCursorLinearAddress
seGetCrtCursorLinearAddress
seGetTvCursorLinearAddress

Returns the linear address of the start of the cursor.

seGetCursorOffsetAddress
seGetLcdCursorOffsetAddress
seGetCrtCursorOffsetAddress
seGetTvCursorOffsetAddress

Returns the offset from the start of display memory to the start of the cursor memory.

seMoveCursor
seMoveLcdCursor
seMoveCrtCursor
seMoveTvCursor

Moves the top-left corner of the hardware cursor to the specified (x,y) co-ordinates.

seSetCursorColor
seSetLcdCursorColor
seSetCrtCursorColor
seSetTvCursorColor

Allows the application to set the color values for either of the two changeable elements of 
the hardware cursor.

seSetCursorPixel
seSetLcdCursorPixel
seSetCrtCursorPixel
seSetTvCursorPixel

Set one pixel at the specified (x,y) co-ordinate within the hardware cursor.

seDrawCursorLine
seDrawLcdCursorLine
seDrawCrtCursorLine
seDrawTvCursorLine

Draws a line between two endpoints within the hardware cursor, in the specified color.

Table 14-1: HAL Functions (Continued)

Function Description
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seDrawCursorRect
seDrawLcdCursorRect
seDrawCrtCursorRect
seDrawTvCursorRect

Draws a hollow or filled rectangle within the hardware cursor.

Ink Layer

seInitInk
seInitLcdInk
seInitCrtInk
seInitTvInk

Prepares the hardware ink layer for use.

seFreeInk
seFreeLcdInk
seFreeCrtInk
seFreeTvInk

Frees memory allocated to the hardware ink layer.

seEnableInk
seEnableLcdInk
seEnableCrtInk
seEnableTvInk

Enable (show) or disable (hide) the hardware ink layer.

seGetInkLinearAddress
seGetLcdInkLinearAddress
seGetCrtInkLinearAddress
seGetTvInkLinearAddress

Returns the linear address of the start of the hardware ink layer.

seGetInkOffsetAddress
seGetLcdInkOffsetAddress
seGetCrtInkOffsetAddress
seGetTvInkOffsetAddress

Returns the offset from the start of display memory to the start of ink layer memory.

seSetInkColor
seSetLcdInkColor
seSetCrtInkColor
seSetTvInkColor

Allows the application to set the color values for either of the two changeable elements of 
the ink layer.

seSetInkPixel
seSetLcdInkPixel
seSetCrtInkPixel
seSetTvInkPixel

Set one pixel at the (x,y) co-ordinate within the ink layer.

seDrawInkLine
seDrawLcdInkLine
seDrawCrtInkLine
seDrawTvInkLine

Draws a line between two endpoints within the hardware ink layer.

seDrawInkRect
seDrawLcdInkRect
seDrawCrtInkRect
seDrawTvInkRect

Draws an outlined or solid rectangle within the hardware ink layer.

Register/Display Memory

seGetLinearDisplayAddress Returns the linear address of the start of physical display memory.

seGetLinearRegAddress Returns the linear address of the start of S1D13806 control registers.

Table 14-1: HAL Functions (Continued)
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14.2  Initialization

Initialization functions are normally the first functions in the HAL library that an appli-
cation calls. These routine allow the application to learn a little about the controller and to 
prepare the HAL library for use.

int seRegisterDevice(const LPHAL_STRUC lpHalInfo)

Description: This function registers the S1D13806 device parameters with the HAL library. The device 
parameters include such item as address range, register values, desired frame rate, and 
more which are stored in the HAL_STRUCT structure pointed to by lpHalInfo. Addition-
ally this routine allocates system memory as address space for accessing registers and the 
display buffer.

Parameters: lpHalInfo A pointer to a HAL_STRUCT structure. This structure
must be filled with appropriate values prior to calling
seRegisterDevice.

Return Value: ERR_OK operation completed with no problems

ERR_UNKNOWN_DEVICE The HAL was unable to locate the S1D13806.

ERR_FAILED The HAL was unable to map S1D13806 display memory
 to the host platform.

In addition, on Win32 platforms, the following two error values may be returned:

ERR_PCI_DRIVER_- The HAL was unable to locate file sed13xx.vxd
NOT_FOUND

ERR_PCI_BRIDGE_- The driver file sed13xx.vxd was unable to locate the
ADAPTER_NOT_FOUND PCI bridge adapter board attached to the evaluation board.

Note
seRegisterDevice() MUST be called before any other HAL functions.
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int seInitReg(unsigned DisplayMode, unsigned Flags)

Description: This function initializes the S1D13806 registers, the LUT, assigns default surfaces and 
allocates memory accordingly.

Parameters: DisplayMode Set this parameter according to the type of initialization desired.
Valid values for DisplayMode are:

0 Use the values configured by 1386cfg.exe
LCD Initialize for use with an LCD panel.
CRT Initialize for use with a monitor.
TV Initialize for use with a TV
LCD | CRT Initialize for both LCD panel and monitor.
LCD | TV Initialize for both LCD panel and TV.

Flags Provides additional information about how to perform the initialization.
Valid values for Flags are:

CLEAR_MEM Zero display memory as part of the initialization
DISP_BLANK Blank the display, for aesthetics, during initialization.

Return Value: ERR_OK The initialization completed with no problems.
ERR_FAILED seInitReg failed to initialize the system correctly.
ERR_NOT_ENOUGH_MEMORYInsufficient display buffer.
ERR_CLKI_NOT_IN_TABLE Could not program CLKI in clock synthesizer because

selected frequency not in table.
ERR_CLKI2_NOT_IN_TABLE Could not program CLKI2 in clock synthesizer

because selected frequency not in table.

void seGetHalVersion(const char ** pVersion, const char ** pStatus, const char **pRevision)

Description: Retrieves the HAL library version information. By retrieving and displaying the HAL ver-
sion information along with application version information, it is possible to determine at 
a glance whether the latest version of the software is being run.

Parameters: pVersion A pointer to the array to receive the HAL version code.

pStatus A pointer to the array to receive the HAL status code

A “B” designates a beta version of the HAL, a NULL indicates the
release version

pRevision A pointer to the array to receive the HAL revision status.

Return Value: The version information is returned as the contents of the pointer arguments. A typical 
return might be:
*pVersion == “1.01” (HAL version 1.01)
*pStatus == “B” (BETA release)
*pRevision == “5” (fifth update of the beta)
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int seHalTerminate(void)

Description: Frees up memory allocated by HAL before application exits.

Parameters: none.

Return Value: ERR_OK HAL is now ready for application to exit.
ERR_PCI_DRIVER_NOT_FOUND Could not find PCI driver (Intel Windows platform

only).
ERR_PCI_BRIDGE_ADAPTER_NOT_FOUND  Could not find PCI Bridge Adapter

board (Intel Windows platform only).
ERR_FAILED Could not free memory.

int seGetId(int * pId)

Description: Reads the S1D13806 revision code register to determine the controller product and revi-
sion.

Parameters: pId A pointer to an integer to receive the controller ID. The value returned
is an interpreted version of the controller identification.

For the S1D13806 the return values are:

ID_S1D13806_REV0 S1D13806 Test Sample version.
ID_S1D13806_REV1 S1D13806 Production version
ID_UNKNOWN The HAL was unable to identify the controller.

Return Value: ERR_OK The operation completed with no problems
ERR_UNKNOWN_DEVICE Return value when pID is ID_UNKNOWN.
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14.2.1  General HAL Support

This category of HAL functions provide several essential services which do not readily 
group with other functions.

DWORD seGetInstalledMemorySize(void)

Description: This function returns the size of the display buffer in bytes.

Parameters: None

Return Value: The return value is the size of the display buffer in bytes (14 0000h for the S1D13806).

DWORD seGetAvailableMemorySize(void)

Description: This function returns an offset to the last byte memory, before the Dual Panel buffer, 
accessible to an application.

An application can directly access memory from offset zero to the offset returned by this 
function. On most systems the return value will be the last byte of physical display mem-
ory. On systems configured for a dual STN panel the return value will account for the pres-
ence of the Dual Panel buffer.

Parameters: None.

Return Value: The return value is an offset to the last byte memory directly accessible to an application.
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int seGetResolution(unsigned *Width, unsigned *Height)
void seGetLcdResolution(unsigned *Width, unsigned *Height)
void seGetCrtResolution(unsigned *Width, unsigned *Height)
void seGetTvResolution(unsigned *Width, unsigned *Height)

Description: These functions return the width and height of the physical display device. Virtual dimen-
sions are not accounted for in the return value.

seGetResolution() returns the width and height of the active surface. If there is more than 
one display associated with the surface then precedence is given to the LCD.

seGetLcdResolution() returns the width and height of the LCD panel. The width and 
height are adjusted for SwivelView orientation.

seGetCrtResolution() and seGetTvResolution() return the width and height of the display 
indicated by the function name. The width and height are always in landscape orientation 
for CRT and TV displays.

Parameters: Width A pointer to an unsigned integer which will receive the width, in pixels,
for the indicated surface.

Height A pointer to an unsigned integer which will receive the height, in pixels,
for the indicated surface.

Return Value: seGetResolution() returns one of the following:

ERR_OK Function completed successfully
ERR_FAILED Returned when there is not an active display surface.

seGetLcdResolution(), seGetCrtResolution(), and seGetTvResolution() do not return any 
value.

unsigned seGetBytesPerScanline(void)
unsigned seGetLcdBytesPerScanline(void)
unsigned seGetTvBytesPerScanline(void)
unsigned seGetCrtBytesPerScanline(void)

Description: These functions return the number of bytes in each line of the displayed image. Note that 
the displayed image may be larger than the physical size of the LCD/CRT/TV. 

seGetBytesPerScanline() returns the number of bytes per scanline for the current active 
surface.

seGetLcdBytesPerScanline(), seGetTvBytesPerScanline(), and seGetCrtBytesPerScan-
line() return the number of bytes per scanline for the surface indicated in the function 
name.

To work correctly the S1D13806 registers must be initialized prior to calling any of these 
routines.

Parameters: None.

Return Value: The return value is the “stride” or number of bytes from the first byte of one scanline to the 
first byte of the next scanline. This value includes both the displayed and the non-dis-
played bytes on each logical scanline.
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For SwivelView 90° and SwivelView 270° modes, the return value is either 1024 (8 bpp) 
or 2048 (16 bpp) to reflect the 1024 x 1024 virtual area of the rotated memory.

void seSetPowerSaveMode(BOOL Enable)

Description: This function enables or disables the power save mode.

When power save mode is enabled the S1D13806 reduces power consumption by making 
the displays inactive and ignoring memory accesses. Disabling power save mode re-
enables the video system to full functionality.

Parameters: Enable Call with Enable set to TRUE to set power save mode.
Call with Enable set to FALSE to disable power save mode.

Return Value: None.

BOOL seGetPowerSaveMode(void)

Description: seGetPowerSaveMode() returns the current state of power save mode.

Parameters: None.

Return Value: The return value is TRUE if power save mode is enabled. The return value is FALSE if 
power save mode is not enabled.

int seCheckEndian(BOOL *ReverseBytes)

Description: This function returns the “endian-ness” of the CPU the application is running on.

Parameters: ReverseBytes A pointer to boolean value to receive the endian-ness of the system. On
return from this function ReverseBytes is FALSE if the CPU is little
endian (i.e. Intel). ReverseBytes will be TRUE if the CPU is
big-endian (i.e. Motorola)

Return Value: The return value is always ERR_OK.

unsigned seGetLcdOrientation(void)

Description: This function retrieves the SwivelView orientation of the LCD display.

The SwivelView status is read directly from the S1D13806 registers. Calling this function 
when the LCD display is not initialized will result in an erroneous return value.

Note
Only the LCD interface supports SwivelView. A CRT/TV is always assumed to be in 
LANDSCAPE mode.

Parameters: None.

Return Value: LANDSCAPE Not rotated.
ROTATE90 Display is rotated 90 degrees clockwise.
ROTATE180 Display is rotated 180 degrees clockwise.
ROTATE270 Display is rotated 270 degrees clockwise.
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int seDelay(DWORD Seconds)

Description: This function, intended for non-Intel platforms, delays for the specified number of seconds 
then returns to the calling routine. On several evaluation platforms it was not readily 
apparent where to obtain an accurate source of time delays. seDelay() was the result of the 
need to delay a specified amount of time on these platforms.

For non-Intel platforms, seDelay works by calculating and counting the number of vertical 
non-display periods in the requested delay time. This implies two conditions for proper 
operation: 
a) The S1D13806 control registers must be configured to correct values.
b) Either the CRT or LCD display interface must be enabled.

For Intel platforms, seDelay() calls the C library time functions to delay the desired 
amount of time using the system clock.

Parameters: Seconds The number of seconds to delay for.

Return Value: ERR_OK Returned by all platforms at the completion of a successful delay.
ERR_FAILED Returned by non-Intel platforms in which either the power save mode is 
enabled or none of the displays is enabled.

void seDisplayBlank(BOOL Blank)
void seDisplayLcdBlank(BOOL Blank)
void seDisplayCrtBlank(BOOL Blank)
void seDisplayTvBlank(BOOL Blank)

Description: These functions blank the display by disabling the FIFO for the specified surface. Blank-
ing the display is a fast convenient means of temporarily shutting down a display device.

For instance, updating the entire display in one write may produce a flashing or tearing 
effect. If the display is blanked prior to performing the update, the operation is perceived 
to be smoother and cleaner.

seDisplayBlank() will blank the display associated with the current active surface.

seDisplayLcdBlank(), seDisplayCrtBlank(), and seDisplayTvBlank() blank the display for 
the surface indicated in the function name.

Parameters: Blank Call with Blank set to TRUE to blank the display. Call with Blank set to
FALSE to un-blank the display.

Return Value: None.
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void seDisplayEnable(BOOL Enable)
void seLcdDisplayEnable(BOOL Enable)
void seCrtDisplayEnable(BOOL Enable)
void seTvDisplayEnable(BOOL Enable)

Description: These functions enable or disable the selected display device.

seDisplayEnable() enables or disables the display for the active surface.

seLcdDisplayEnable() enables or disables the LCD display.

seCrtDisplayEnable() enables or disables the CRT display. seCrtDisplayEnable() will dis-
able CRT/TV PCLK 2X clock and as a side effect will disable TV, if the TV was enabled. 
In addition, seCrtDisplayEnable(), when enabling the CRT, sets the TV PAL/NTSC bit to 
0 (required for CRT mode).

seTvDisplayEnable() enables or disables the TV display. If the CRT is enabled then
seTvDisplayEnable() disables it. When seTvDisplayEnable is called, the TV flicker filter 
is enabled or disabled based on the values saved by the configuration program.

Parameters: Enable Call with Enable set to TRUE to enable the display device. Call with
Enable set to FALSE to disable the device.

Return Value: None.
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14.2.2  Advanced HAL Functions

The advanced HAL functions include a level of access that most applications will never 
need to access.

int seBeginHighPriority(void)

Description: Writing and debugging software under the Windows operating system greatly simplifies 
the developing process for the S1D13806 evaluation system. One issue which impedes 
application programming is that of latency. Time critical operations (i.e. performance 
measurement) are not guaranteed any set amount of processor time.

This function raises the priority of the thread and virtually eliminates the question of 
latency for programs running on a Windows platform.

Note
The application should not leave it’s thread running in a high priority state for long peri-
ods of time. As soon as a time critical operation is complete the application should call 
seEndHighPriorty().

Parameters: None.

Return Value: The priority nest count which is the number of times seBeginHighPriority() has been 
called without a corresponding call to seEndHighPriority().

int seEndHighPriority(void)

Description: This function decreases the priority nest count. When this count reaches zero, the thread 
priority of the calling application is set to normal.

After performing some time critical operation the application should call seEndHighPrior-
ity() to return the thread priority to a normal level.

Parameters: None.

Return Value: The priority nest count which is the number of times seBeginHighPriority() has been 
called without a corresponding call to seEndHighPriority().
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int seSetClock(CLOCKSELECT ClockSelect, FREQINDEX FreqIndex)

Description: Call seSetClock() to set the clock rate of the programmable clock.

Parameters: ClockSelect The ICD2061A programmable clock chip supports two output clock
signals. ClockSelect chooses which of the two output clocks to adjust.

Valid ClockSelect values for CLKI or CLKI2 (defined in hal.h).

FreqIndex FreqIndex is an enumerated constant and determines what the output
frequency should be.

Valid values for FreqIndex are:

FREQ_6000 6.000 MHz
FREQ_10000 10.000 MHz
FREQ_14318 14.318 MHz
FREQ_17734  17.734 MHz
FREQ_20000 20.000 MHz
FREQ_24000 24.000 MHz
FREQ_25000 25.000 MHz
FREQ_25175 25.175 MHz
FREQ_28318 28.318 MHz
FREQ_30000 30.000 MHz
FREQ_31500 31.500 MHz
FREQ_32000 32.000 MHz
FREQ_33000 33.000 MHz
FREQ_33333 33.333 MHz
FREQ_34000 34.000 MHz
FREQ_35000 35.000 MHz
FREQ_36000 36.000 MHz
FREQ_40000 40.000 MHz
FREQ_49500 49.500 MHz
FREQ_50000 50.000 MHz
FREQ_56250 56.250 MHz
FREQ_65000 65.000 MHz
FREQ_80000 80.000 MHz

Return Value: ERR_OK The function completed with no problems.
ERR_FAILED seSetClock failed because ofan invalid ClockSelect or an invalid

frequency index.

Note
The clock synthesizer is not exact in the frequency programming. Consequenty, there is 
some error in the selected frequency. This error is not noticable for LCD and CRT dis-
plays, but for TV an oscillator is recommended over the clock synthesizer. To deal with 
this situation, seSetClock, when called with a ClockSelect of CLKI2 and FreqIndex of 
FREQ_17734, causes the HAL will bypass the programmable clock and select the Fea-
ture Clock as the input clock source. This is done with the assumption that the applica-
tion is setting up for TV output and the Feature Clock oscillator will provide a more 
stable clock for use with TV. (The feature oscillator must be 17.734 MHz)
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14.2.3  Surface Support

The S1D13806 HAL library depends heavily on the concept of surfaces. Through surfaces 
the HAL tracks memory requirements of the attached display devices, hardware cursor and 
ink layers, and the Dual Panel buffer.

Surfaces allow the HAL to permit or fail function calls which change the geometry of the 
S1D13806 display memory. Most HAL functions either allocate surface memory or manip-
ulate a surface that has been allocated.

The functions in this sections allow the application programmer a little greater control over 
surfaces.

int seGetSurfaceDisplayMode(void)

Description: This function determines the type of display associated with the current active surface. 

Parameters: None.

Return Value: The return value indicates the active surface display type. Return values will be one of: 

LCD The LCD panel is the active surface.
CRT The CRT display is the active surface.
TV The TV is the active display.

DWORD seGetSurfaceSize(void)

Description: This function returns the number of display memory bytes allocated to the current active 
surface. The return value does not account for the size for the hardware cursor or ink layer 
which may be associated with the surface.

Parameters: None.

Return Value: The return value is the number of bytes allocated to the current active surface.

The return value can be 0 if this function is called before initializing and making active a 
surface.

DWORD seGetSurfaceLinearAddress(void)

Description: This function returns the linear address of the start of memory for the active surface.

Parameters: None.

Return Value: The return value is the linear address to the start of memory for the active surface. A linear 
address is a 32-bit offset, in CPU address space.

The return value will be NULL if this function is called before a surface has been initial-
ized and made active.

DWORD seGetSurfaceOffsetAddress(void)

Description: This function returns the offset, from the first byte of display memory to the first byte of 
memory associated with the active display surface.
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Parameters: None.

Return Value: The return value is the offset, in bytes, from the start of display memory to the start of the 
active surface. An address of 0 indicates the surface starts in the first byte of display buffer 
memory. 

Note
This function also returns 0 if there is no memory allocated to an active surface. You 
must ensure that memory is allocated before calling seGetSurfaceOffsetAddress().

DWORD seAllocLcdSurface(DWORD Size)
DWORD seAllocCrtSurface(DWORD Size)
DWORD seAllocTvSurface(DWORD Size)

Description: These functions allocate display buffer memory for a surface. If the surface previously had 
memory allocated then that memory is first released. Newly allocated memory is not 
cleared.

Call seAllocLcdSurface(), seAllocCrtSurface(), or seAllocTvSurface() to allocate the 
requested amount of display memory for the indicated surface.

These functions allow an application to bypass the automatic surface allocation which 
occurs when functions such as seInitReg() or seSetBitsPerPixel() are called.

Parameters: Size The size in bytes of the requested memory block.

Return Value: If the memory allocation succeeds then the return value is the linear address of the allo-
cated memory. If the allocation fails then the return value is 0. A linear address is a 32-bit 
offset, in CPU address space.

int seFreeSurface(DWORD LinearAddress)

Description: This function can be called to free any previously allocated display buffer memory.

This function is intended to complement seAllocLcdSurface(), seAllocCrtSurface(), and 
seAllocTvSurface(). seFreeSurface can be used to free memory allocated for the hardware 
cursor and ink layer; however, it is recommended that seFreeCursor() or seFreeInk() be 
called for these surfaces.

After calling one of these functions, the application must switch the active surface to one 
which has memory allocated before calling any drawing functions.

Parameters: LinearAddress A valid linear address. The linear address is a dword returned to the
application by any surface allocation call.

Return Value: ERR_OK Function completed successfully.
ERR_FAILED Function failed.
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void seSetLcdAsActiveSurface(void)
void seSetCrtAsActiveSurface(void)
void seSetTvAsActiveSurface(void)

Description: These functions set the active surface to the display indicated in the function name.

Before calling one of these surface selection routines, that surface must have been allo-
cated using any of the surface allocation methods. 

Parameters: None.

Return Value: None.
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14.2.4  Register Access

The Register Access functions provide convenient method of accessing the control 
registers of the S1D13806 controller using byte, word or dword widths.

To reduce the overhead of the function call as much as possible, two steps were taken:

• To gain maximum efficiency on all compilers and platforms, byte and word size argu-
ments are passed between the application and the HAL as unsigned integers. This typi-
cally allows a compiler to produce more efficient code for the platform.

• Index alignment for word and dword accesses is not tested. On non-Intel platforms 
attempting to access a word or dword on a non-aligned boundary may result in a 
processor trap. It is the responsibility of the caller to ensure that the requested index 
offset is correctly aligned for the target platform.

unsigned seReadRegByte(DWORD Index)

Description: This routine reads the register specified by Index and returns the value.

Parameters: Index Offset, in bytes, to the register to read.

Return Value: The return value is the byte read from the register.

unsigned seReadRegWord(DWORD Index)

Description: This routine read two consecutive registers as a word and returns the value.

Parameters: Index Offset to the first register to read.

Return Value: The return value is the word read from the S1D13806 registers.

DWORD seReadRegDword(DWORD Index)

Description: This routine reads four consecutive registers as a dword and returns the value.

Parameters: Index Offset to the first of the four registers to read.

Return Value: The return value is the dword read from the S1D13806 registers.

void seWriteRegByte(DWORD Index, unsigned Value)

Description: This routine writes Value to the register specified by Index.

Parameters: Index Offset to the register to be written

Value The value, in the least significant byte, to write to the register

Return Value: None
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void seWriteRegWord(DWORD Index, unsigned Value)

Description: This routine writes the word contained in Value to the specified index.

Parameters: Index Offset to the register pair to be written.

Value The value, in the least significant word, to write to the registers.

Return Value: None.

void seWriteRegDword(DWORD Index, DWORD Value)

Description: This routine writes the value specified to four registers starting at Index.

Parameters: Index Offset to the first of four registers to be written to.

Value The dword value to be written to the registers.

Return Value: None.
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14.2.5  Memory Access

The Memory Access functions provide convenient method of accessing the display 
memory on an S1D13806 controller using byte, word or dword widths.

To reduce the overhead of these function calls as much as possible, two steps were taken:

• To gain maximum efficiency on all compilers and platforms, byte and word size argu-
ments are passed between the application and the HAL as unsigned integers. This typi-
cally allows a compiler to produce more efficient code for the platform.

• Offset alignment for word and dword accesses is not tested. On non-Intel platforms 
attempting to access a word or dword on a non-aligned boundary may result in a 
processor trap. It is the responsibility of the caller to ensure that the requested offset is 
correctly aligned for the target platform.

• These functions will not swap bytes if the endian of the host cpu differs from the 
S1D13806 (the S1D13806 is little-endian).

unsigned seReadDisplayByte(DWORD Offset)

Description: Reads a byte from the display buffer memory at the specified offset and returns the value.

Parameters: Offset Offset, in bytes, from start of the display buffer to the byte to read.

Return Value: The return value, in the least significant byte, is the byte read from display memory.

unsigned seReadDisplayWord(DWORD Offset)

Description: Reads one word from display buffer memory at the specified offset and returns the value.

Parameters: Offset Offset, in bytes, from start of the display buffer to the word to read.

Return Value: The return value, in the least significant word, is the word read from display memory.

DWORD seReadDisplayDword(DWORD Offset)

Description: Reads one dword from display buffer memory at the specified offset and returns the value.

Parameters: Offset Offset, in bytes, from start of the display buffer to the dword to read.

Return Value: The DWORD read from display memory.

void seWriteDisplayBytes(DWORD Offset, unsigned Value, DWORD Count)

Description: This routine writes one or more bytes to the display buffer at the offset specified by Offset.

Parameters: Offset Offset, in bytes, from start of display memory to the first byte to be
written.

Value An unsigned integer containing the byte to be written in the least
significant byte.

Count Number of bytes to write. All bytes will have the same value.

Return Value: None.
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void seWriteDisplayWords(DWORD Offset, unsigned Value, DWORD Count)

Description: This routine writes one or more words to display memory starting at the specified offset.

Parameters: Offset Offset, in bytes, from the start of display memory to the first word to
write.

Value An unsigned integer containing the word to written in the least
significant word.

Count Number of words to write. All words will have the same value.

Return Value: None.

void seWriteDisplayDwords(DWORD Offset, DWORD Value, DWORD Count)

Description: This routine writes one or more dwords to display memory starting at the specified offset.

Parameters: Offset Offset, in bytes, from the start of display memory to the first dword to
write.

Value The value to be written to display memory.

Count Number of dwords to write. All dwords will have the same value.

Return Value: None.
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14.2.6  Color Manipulation

The functions in the Color Manipulation section deal with altering the color values in the 
Look-Up Table directly through the accessor functions and indirectly through the color 
depth setting functions.

Keep in mind that all lookup table data is contained in the upper nibble of each byte.

void seWriteLutEntry(int Index, BYTE *pRGB)
void seWriteLcdLutEntry(int Index, BYTE *pRGB)
void seWriteCrtLutEntry(int Index, BYTE *pRGB)
void seWriteTvLutEntry(int Index, BYTE *pRGB)

Description: These routines write one lookup table entry to the specified index of the lookup table.

seWriteLutEntry() writes to the specified index of the current active surface. See seSetL-
cdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for 
information about changing the active surface.

seWriteLcdLutEntry(), seWriteCrtLutEntry() and seWriteTvLutEntry() modify one entry 
of the lookup table of the surface indicated in by the function name.

Parameter: Index Offset to the lookup table entry to be modified (i.e. a 0 will write the
first entry and a 255 will write the last lookup table entry).

pRGB A pointer to a byte array of data to write to the lookup table. The array
must consist of three bytes; the first byte contains the red value, the
second byte contains the green value and the third byte contains the
blue value.

Return Value: None
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void seReadLutEntry(int Index, BYTE *pRGB)
void seReadLcdLutEntry(int Index, BYTE *pRGB)
void seReadCrtLutEntry(int Index, BYTE *pRGB)
void seReadTvLutEntry(int Index, BYTE *pRGB)

Description: These routines read one lookup table entry and return the results in the byte array pointed 
to by pRGB.

seReadLutEntry() reads the specified index from the lookup table of the current active sur-
face. See seSetLcdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActive-
Surface() for information about changing the active surface.

seReadLcdLutEntry(), seReadCrtLutEntry(), and seReadTvLutEntry() read one entry 
from the lookup table for the surface indicated by the function name.

Parameter: Index Offset to the lookup table entry to be read. (i.e. setting index to 2 returns
the value of the third RGB element of the lookup table).

pRGB A pointer to an array to receive the lookup table data. The array must be
at least three bytes long. On return from this function the first byte of
the array will contain the red data, the second byte will contain the
green data and the third byte will contain the blue data.

Return Value: None.

void seWriteLut(BYTE *pRGB, int Count)
void seWriteLcdLut(BYTE *pRGB, int Count)
void seWriteCrtLut(BYTE *pRGB, int Count)
void seWriteTvLut(BYTE *pRGB, int Count)

Description: These routines write one or more lookup table entries starting at offset zero.

seWriteLut() modifies Count entries in the current active surface. See seSetLcdAsActive-
Surface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for information 
about changing the active surface.

seWriteLcdLut(), seWriteCrtLut(), and seWriteTvLut() modifies the lookup table for the 
surface indicated in the function name.

These routines are intended to allow setting as many lookup table entries as the current 
color depth allows.

Parameter: pRGB A pointer to an array of lookup table entry values to write to the LUT.
Each lookup table entry must consist of three bytes. The first byte must
contain the red value, the second byte must contain the green value and
the third byte must contain the blue value.

Count The number of lookup table entries to modify.

Return Value: None.
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void seReadLut(BYTE *pRGB, int Count)
void seReadLcdLut(BYTE *pRGB, int Count)
void seReadCrtLut(BYTE *pRGB, int Count)
void seReadTvLut(BYTE *pRGB, int Count)

Description: This routine reads one or more lookup table entries and returns the result in the array 
pointed to by pRGB. The read always begins at the first lookup table entry.

seReadLut() reads the first Count lookup table entries from the current active surface. See 
seSetLcdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() 
for information about changing the active surface.

seReadLcdLut(), seReadCrtLut(), and seReadTvLut() read the first Count entries from the 
surface indicated by the function name.

This routine allows reading all the lookup table elements used by the current color depth in 
one library call.

Parameters: pRGB A pointer to an array of bytes large enough to hold the requested
number of lookup table entries. Each lookup table entry consists of
three bytes; the first byte will contain the red data, the second the green
data and the third the blue data.

Count The number of lookup table entries to read.

Return Value: None.

DWORD seSetBitsPerPixel(unsigned BitsPerPixel)
DWORD seSetLcdBitsPerPixel(unsigned BitsPerPixel)
DWORD seSetCrtBitsPerPixel(unsigned BitsPerPixel)
DWORD seSetTvBitsPerPixel(unsigned BitsPerPixel)
DWORD seSetLcdCrtBitsPerPixel(unsigned BitsPerPixel)
DWORD seSetLcdTvBitsPerPixel(unsigned BitsPerPixel)

Description: These functions change the color depth of the display and update the appropriate LUT. 
Display memory is automatically released and then reallocated as necessary for the dis-
play size.

seSetBitsPerPixel() changes the bpp mode for the active surface. Memory is reassigned 
according to the descriptions for each of the following mode sets.

seSetLcdBitsPerPixel() changes the bpp mode for the panel display. This function uses the 
current register settings for SwivelView to determine the amount of memory to allocate, 
and what starting register addresses are required. 

Note
seSetLcdBitsPerPixel() frees CRT/TV memory in order to guarantee the LCD image 
starts at the beginning of display buffer memory. 

seSetCrtBitsPerPixel() and seSetTvBitsPerPixel() change the bpp mode for the indicated 
display device. These functions ignore the rotate90 and rotate180 register bits. Memory is 
allocated only for the landscape mode.
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seSetLcdCrtBitsPerPixel() and seSetLcdTvBitsPerPixel() change the color depth for a sur-
face which combines LCD and CRT/TV. SwivelView 90° or 270° are disabled. If the dis-
play resolution is not the same for the two displays then memory is allocated based on the 
larger of the two. 

IMPORTANT

When the LCD color depth is changed, memory allocated for the display buffer and ink 
layer/hardware cursors is freed and the display buffer memory is reassigned. The applica-
tion must redraw the display and re-initialize the cursor/ink and redraw after calling seSet-
BitsPerPixel().

seSetLcdCrtBitsPerPixel(), and seSetLcdTvBitsPerPixel() will free all allocated memory 
for all displays and all ink layers/hardware cursors, then allocate memory only for the dis-
play(s) mentioned in the function name. The cursor/ink must be re-initialized and restored 
after making one of these calls.

If the active surface is the panel then seSetBitsPerPixel() will free all allocated memory for 
all displays and all ink layers/hardware cursors, then allocate memory ONLY for the active 
surface (LCD). If the active surface is the CRT or TV, seSetBitsPerPixel() will free mem-
ory only for the active surface (CRT or TV), and then reallocate memory for this surface as 
required. 

Parameters: BitsPerPixel The new color depth. BitsPerPixel can be one of the following:
4, 8, 16.

Return Value: The return value is the 32-bit offset to the start of the surface display memory. If there is an 
error, the return value is 0. A linear address is the 32-bit offset, in CPU address space, 
where the application can directly read or write display memory.

The thirty-two bit address must be converted to a segment:offset for use with a 16-bit Intel 
platform.

unsigned seGetBitsPerPixel(void)
unsigned seGetLcdBitsPerPixel(void)
unsigned seGetCrtBitsPerPixel(void)
unsigned seGetTvBitsPerPixel(void);

Description: These functions return the current color depth for the associated display surface.

seGetBitsPerPixel() returns the color depth for the currently active surface.

seGetLcdBitsPerPixel(), seGetCrtBitsPerPixel(), and seGetTvBitsPerPixel() return the 
color depth for the surface indicated in the function name.

Parameters: None.

Return Value: The color depth of the surface. This value will be 4, 8, or 16.
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14.2.7  Virtual Display

int seVirtInit(DWORD Width, DWORD Height)
int seLcdVirtInit(DWORD Width, DWORD Height)
int seCrtVirtInit(DWORD Width, DWORD Height)
int seTvVirtInit(DWORD Width, DWORD Height)
int seLcdCrtVirtInit(DWORD Width, DWORD Height)
int seLcdTvVirtInit(DWORD Width, DWORD Height)

Description: These functions prepare the S1D13806 to display a virtual image.

“Virtual Image” describes the condition where the image contained in display memory is 
larger than the physical display. In this situation the physical display is used as a window 
into the larger display memory area (display surface). Panning (right/left) and scrolling 
(up/down) are used to move the display in order to view the entire image a portion at a 
time.

seVirtInit() prepares the current active surface for a virtual image display. Memory is allo-
cated based on width, height and the current color depth.

seLcdVirtInit() initializes and allocates memory for the LCD based on width and height 
and color depth. If the panel surface is rotated 90 or 270 degrees then the height is set to 
1024 lines.

seCrtVirtInit() and seTvVirtInit() initialize and allocate memory for the given display 
based on current width and height and color depth.

seLcdCrtVirtInit and seLcdTvVirtInit initialize and allocate memory for a surface which 
combines both LCD and CRT/TV. Memory is allocated based on the requirements of the 
larger of the two surfaces (if different). If the panel surface is rotated 90 or 270 degrees 
then the height is set to 1024 lines.

Memory previously allocated for this surface is released then reallocated to the larger size.

Note
seLcdVirtInit() frees CRT/TV memory in order to guarantee the LCD image starts at the 
beginning of the display buffer.

Parameters: Width The desired virtual width of the display in pixels (in landscape
orientation).

Width must be a multiple of the number of pixels contained in one word
 of display memory. At 16 bpp Width may be any value. At 8

bpp Width must be a multiple of two and at 4 bpp
Width must be a multiple of four.

Height The desired virtual height of the display in pixels (in landscape
orientation).

The HAL performs internal memory management to ensure that all
display surfaces and cursor/ink layer have sufficient memory for
operation. The Height parameter is required so the HAL can determine
the amount of memory the application requires for the virtual image.
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Return Value: ERR_OK The function completed successfully.

ERR_HAL_BAD_ARG The requested virtual dimensions are smaller than
the physical display size.

ERR_NOT_ENOUGH_MEMORY There is insufficient free display memory to set the
requested virtual display size.

void seVirtPanScroll(DWORD x, DWORD y)
void seLcdVirtPanScroll(DWORD x, DWORD y)
void seCrtVirtPanScroll(DWORD x, DWORD y)
void seTvVirtPanScroll(DWORD x, DWORD y)
void seLcdCrtVirtPanScroll(DWORD x, DWORD y)
void seLcdTvVirtPanScroll(DWORD x, DWORD y)

Description: When displaying a virtual image the physical display is smaller than the virtual image 
contained in display memory. In order to view the entire image, the display is treated as a 
window into the virtual image. 

These functions allow an application to pan (right and left) and scroll (up and down) the 
display over the virtual image.

seVirtPanScroll() will pan and scroll the current active surface.

seLcdVirtPanScroll(), seCrtVirtPanScroll(), seTvVirtPanScroll(), seLcdCrtVirtPan-
Scroll(), and seLcdTvVirtPanScroll() will pan and scroll the surface indicated in the func-
tion name.

Parameters: x The new x offset, in pixels, of the upper left corner of the display.

y The new y offset, in pixels, of the upper left corner of the display.

Return Value: None.
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14.2.8  Drawing

Functions in this category perform primitive drawing on the specified display surface. 
Supported drawing primitive include pixels, lines, rectangles, ellipses and circles.

void seSetPixel(long x, long y, DWORD Color)
void seSetLcdPixel(long x, long y, DWORD Color)
void seSetCrtPixel(long x, long y, DWORD Color)
void seSetTvPixel(long x, long y, DWORD Color)

Description: These routines set a pixel at the location x,y with the specified color.

Use seSetPixel() to set one pixel on the current active surface. See seSetLcdAsActiveSur-
face(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for information about 
changing the active surface.

Use seSetLcdPixel(), seSetCrtPixel(), and seSetTvPixel() to set one pixel on the surface 
indicated in the function name.

Parameters: x The X co-ordinate, in pixels, of the pixel to set.

y The Y co-ordinate, in pixels, of the pixel to set.

Color Specifies the color to draw the pixel with. Color is interpreted
differently at different color depths.

At 4 and 8 bpp, display colors are derived from the lookup table
values. The least significant byte of Color forms an index into the
lookup table.

At 16 bpp the lookup table is bypassed and each word of
display memory forms the color to display. In this mode the least
significant word describes the color to draw the pixel with in 5-6-5
RGB format.

Return Value: None.
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DWORD seGetPixel(long x, long y)
DWORD seGetLcdPixel(long x, long y)
DWORD seGetCrtPixel(long x, long y)
DWORD seGetTvPixel(long x, long y)

Description: Returns the pixel color at the specified display location.

Use seGetPixel() to read the pixel color at the specified x,y co-ordinates on the current 
active surface. See seSetLcdAsActiveSurface(), seSetCrtAsActiveSurface() and 
seSetTvAsActiveSurface() for information about changing the active surface.

Use seGetLcdPixel(), seGetCrtPixel(), and seGetTvPixel() to read the pixel color at the 
specified x,y co-ordinate on the display surface referenced in the function name.

Parameters: x The X co-ordinate, in pixels, of the pixel to read

y The Y co-ordinate, in pixels, of the pixel to read

Return Value: The return value is a dword describing the color read at the x,y co-ordinate. Color is inter-
preted differently at different color depths.

At 4 and 8 bpp, display colors are derived from the lookup table values. The return value is 
an index into the lookup table. The red, green and blue components of the color can be 
determined by reading the lookup table values at the returned index.

At 16 bpp the lookup table is bypassed and each word of display memory form the color to 
display. In this mode the least significant word of the return value describes the color as a 
5-6-5 RGB value.
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void seDrawLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawLcdLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawCrtLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawTvLine(long x1, long y1, long x2, long y2, DWORD Color)

Description: These functions draw a line between two points in the specified color.

Use seDrawLine() to draw a line on the current active surface. See seSetLcdAsActiveSur-
face(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for information about 
changing the active surface.

Use seDrawLcdLine(), seDrawCrtLine(), and seDrawTvLine() to draw a line on the sur-
face referenced by the function name

Parameters: x1 The X co-ordinate, in pixels, of the first endpoint of the line to be
drawn.

y1 The Y co-ordinate, in pixels, of the first endpoint of the line to be
drawn.

x2 The X co-ordinate, in pixels, of the second endpoint of the line to be
drawn.

y2 The Y co-ordinate, in pixels, of the second endpoint of the line to be
drawn.

Color Specifies the color to draw the line with. Color is interpreted differently
at different color depths.

At 4 and 8 bpp, display colors are derived from the lookup table
values. The least significant byte of Color is an index into the lookup
table.

At 16 bpp the lookup table is bypassed and each word of
display memory forms the color to display. In this mode the least
significant word describes the color to draw the line with in 5-6-5 RGB
format.

Return Value: None.
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void seDrawRect(long x1, long y1, long x2, long y2, DWORD Color, BOOL SolidFill)
void seDrawLcdRect(long x1, long y1, long x2, long y2, DWORD Color, BOOL SolidFill)
void seDrawCrtRect(long x1, long y1, long x2, long y2, DWORD Color, BOOL SolidFill)
void seDrawTvRect(long x1, long y1, long x2, long y2, DWORD Color, BOOL SolidFill)

Description: These routines draw a rectangle on the screen in the specified color. The rectangle is 
bounded on the upper left by the co-ordinate (x1,y1) and on the lower right by the co-ordi-
nate (x2,y2). The SolidFill parameter allows the programmer to select whether to fill the 
interior of the rectangle or to only draw the border.

Use seDrawRect() to draw a rectangle on the current active display surface. See seSetL-
cdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for 
information about changing the active surface.

Use seDrawLcdRect(), seDrawCrtRect(), and seDrawTvRect() to draw a rectangle on the 
display surface indicated by the function name.

Parameters: x1 The X co-ordinate, in pixels, of the upper left corner of the rectangle.

y1 The Y co-ordinate, in pixels, of the upper left corner of the rectangle.

x2 The X co-ordinate, in pixels, of the lower right corner of the rectangle.

y2 The Y co-ordinate, in pixels, of the lower right corner of the rectangle.

Color Specifies the color to draw the line with. Color is interpreted differently
at different color depths.

At 4 and 8 bpp, display colors are derived from the lookup table
values. The least significant byte of Color is an index into the lookup
table.

At 16 bpp the lookup table is bypassed and each word of
display memory forms the color to display. In this mode the least
significant word describes the color to draw the line with in 5-6-5 RGB
format.

SolidFill A boolean value specifying whether to fill the interior of the rectangle.

Set to FALSE to draw only the rectangle border. Set to TRUE
to instruct this routine to fill the interior of the rectangle.

Return Value: None
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void seDrawCircle(long xCenter, long yCenter, long Radius, DWORD Color)
void seDrawLcdCircle(long xCenter, long yCenter, long Radius, DWORD Color)
void seDrawCrtCircle(long xCenter, long yCenter, long Radius, DWORD Color)
void seDrawTvCircle(long xCenter, long yCenter, long Radius, DWORD Color)

Description: These routines draw a circle on the screen in the specified color. The circle is centered at 
the co-ordinate (x,y) and is drawn with the specified radius and Color. Circles cannot be 
solid filled.

Use seDrawCircle() to draw the circle on the current active display surface. See seSetL-
cdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for 
information about changing the active surface.

Use seDrawLcdCircle(), seDrawCrtCircle(), seDrawTvCircle() draw the circle on the dis-
play surface indicated by the function name

Parameters: x The X co-ordinate, in pixels, of the center of the circle.

y The Y co-ordinate, in pixels, of the center of the circle.

Radius Specifies the radius of the circle in pixels.

Color Specifying the color to draw the circle. Color is interpreted
differently at different color depths.

At 4 and 8 bpp display colors are derived from the lookup table
values. The least significant byte of Color is an index into the lookup
table.

At 16 bpp the lookup table is bypassed and each word of
display memory forms the color to display. In this mode the least
significant word describes the color to draw the circle with in 5-6-5
RGB format.

Return Value: None.
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void seDrawEllipse(long xc, long yc, long xr, long yr, DWORD Color)
void seDrawLcdEllipse(long xc, long yc, long xr, long yr, DWORD Color)
void seDrawCrtEllipse(long xc, long yc, long xr, long yr, DWORD Color)
void seDrawTvEllipse(long xc, long yc, long xr, long yr, DWORD Color)

Description: These routines draw an ellipse on the screen in the specified color. The circle is centered at 
the co-ordinate (x,y) and is drawn in the specified color with the indicated radius for the x 
and y axis. Ellipses cannot be solid filled.

Use seDrawEllipse() to draw the ellipse on the current active display surface. See seSetL-
cdAsActiveSurface(), seSetCrtAsActiveSurface() and seSetTvAsActiveSurface() for 
information about changing the active surface.

Use seDrawLcdEllipse(), seDrawCrtEllipse(), seDrawTvEllipse() draw the ellipse on the 
display surface indicated by the function name.

Parameters: xc The X co-ordinate, in pixels, of the center of the ellipse.

yc The Y co-ordinate, in pixels, of the center of the ellipse.

xr A long integer specifying the X radius of the ellipse, in pixels.

yr A long integer specifying the Y radius of the ellipse, in pixels.

Color A dword specifying the color to draw the ellipse. Color is interpreted
differently at different color depths.

At 4 and 8 bpp display colors are derived from the lookup table
values. The least significant byte of Color is an index into the lookup
table.

At 16 bpp the lookup table is bypassed and each word of
display memory forms the color to display. In this mode the least
significant word describes the color to draw the circle with in 5-6-5
RGB format.

Return Value: None.
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14.2.9  Hardware Cursor

The routines in this section support the hardware cursor. Most of the calls look similar to 
normal drawing calls (i.e. seDrawCursorLine()); however, these calls remove the 
programmer from having to know the particulars of the cursor memory location, layout and 
whether SwivelView is enabled.

The S1D13806 uses the same hardware for both hardware cursor and ink layer which 
means that only the cursor or the ink layer can be active at any given time. The difference 
between the hardware cursor and the ink layer is that in cursor mode the image is a 
maximum of 64x64 pixels and can be moved around the display while in ink layer mode 
the image is as large as the physical size of the display and is fixed in position. Both the ink 
layer and hardware cursor have the same number of colors and handle these colors identi-
cally.

Note
The hardware cursor and ink layer do not support SwivelView modes. When drawing 
images, the SwivelView mode is ignored and the hardware cursor and ink layer drawing 
functions alwasy use landscape mode. All other functions, such as the cursor movement 
functions, perform the necessary translation to take SwivelView modes into account.

DWORD seInitCursor(void)
DWORD seInitLcdCursor(void)
DWORD seInitCrtCursor(void)
DWORD seInitTvCursor(void)

Description: These functions allocate cursor memory, fill the cursor image with a transparent block, 
and enable the cursor. If memory was previously allocated for the cursor, this memory is 
first released.

The S1D13806 supports two independent hardware cursors, one on a panel surface and 
one on the CRT/TV surface.

Use seInitCursor() to initialize the cursor for the active surface.

Use seInitLcdCursor(), seInitCrtCursor(), and seInitTvCursor() initialize the cursor on the 
display surface indicated in the function name.

Parameters: None.

Return Value: The return value is the thirty-two bit offset to the start of the hardware cursor memory. If 
there is an error the return value is 0.
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void seFreeCursor(void)
void seFreeLcdCursor(void)
void seFreeCrtCursor(void)
void seFreeTvCursor(void)

Description: These functions release memory allocated to the hardware cursor by seInitCursor() func-
tions.

Use seFreeCursor() to free the hardware cursor memory for the current active surface.

Use seFreeLcdCursor(), seFreeCrtCursor(), and seFreeTvCursor() to free the resources 
associated with the surface indicated by the function name.

Parameters: None.

Return Value: None.

void seEnableCursor(int Enable)
void seEnableLcdCursor(int Enable)
void seEnableCrtCursor(int Enable)
void seEnableTvCursor(int Enable)

Description: These functions enable or disable the hardware cursor. When enabled the cursor will be 
visible on the display surface. When disabled the cursor will not be displayed.

Call seEnableCursor() to enable/disable the hardware cursor of the active surface.

Call seEnableLcdCursor(), seEnableCrtCursor(), and seEnableTvCursor() to enable/dis-
able the hardware cursor for the surface indicated by the function name.

Recall that the CRT and TV share the same cursor. Enabling/disabling the cursor for one 
device will affect the other display as well.

Parameters: Enable A flag indicating whether to enable or disable the hardware cursor.

Call with Enable set to FALSE to disable the hardware cursor for
the surface. Call with Enable set to TRUE to enable the
hardware cursor for the device.

Return Value: None.
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DWORD seGetCursorLinearAddress(void)
DWORD seGetLcdCursorLinearAddress(void)
DWORD seGetCrtCursorLinearAddress(void)
DWORD seGetTvCursorLinearAddress(void)

Description: These routines return the linear address for the hardware cursor through which the applica-
tion can directly access the cursor memory.

Call seGetCursorLinearAddress() to retrieve the address of the hardware cursor associated 
with the current active surface.

Call seGetLcdCursorLinearAddress(), seGetCrtCursorLinearAddress(), or seGetTvCur-
sorLinearAddress() to retrieve the address of the hardware cursor associated with the dis-
play surface indicated by the function name.

Parameters: None.

Return Value: The return value is the linear address of the hardware cursor. A linear address is the 32 bit 
offset in CPU address space where the application can directly read or write the hardware 
cursor.

DWORD seGetCursorOffsetAddress(void)
DWORD seGetLcdCursorOffsetAddress(void)
DWORD seGetCrtCursorOffsetAddress(void)
DWORD seGetTvCursorOffsetAddress(void)

Description: These routines return the offset from the start of display memory to the start of the hard-
ware cursor. Using this offset, the application can use HAL API calls such as seSetWrite-
DisplayBytes() to access the hardware cursor image.

Call seGetCursorOffsetAddress() to get the offset to the hardware cursor associated with 
the current active surface.

Call seGetLcdCursorOffsetAddress(), seGetCrtCursorOffsetAddress(), and seGetTvCur-
sorOffsetAddress() to retrieve the offset to the hardware cursor for the surface indicated in 
the function name.

Parameters: None.

Return Value: The return value is the offset, in bytes, from the start of display memory to the start of the 
hardware cursor.
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void seMoveCursor(long x, long y)
void seMoveLcdCursor(long x, long y)
void seMoveCrtCursor(long x, long y)
void seMoveTvCursor(long x, long y)

Description: These routines move where the hardware cursor is shown on the display surface.

Call seMoveCursor() to move the hardware cursor on the current active surface.

Call seMoveLcdCursor(), seMoveCrtCursor(), and seMoveTvCursor() to move the hard-
ware cursor associated with the surface indicated in the function name.

These functions support all SwivelView modes.

Parameter: x The desired display surface X co-ordinate, in pixels, of the upper left
corner of the cursor. X can range from -63 to the width of the display.

y The desired display surface Y co-ordinate, in pixels, of the upper left
corner of the cursor. Y can range from -63 to the height of the display.

Return Value: None.

void seSetCursorColor(int Index, DWORD Color)
void seSetLcdCursorColor(int Index, DWORD Color)
void seSetCrtCursorColor(int Index, DWORD Color)
void seSetTvCursorColor(int Index, DWORD Color)

Description: These routines allow the user to set either of the two user definable colors.

The hardware cursor can be thought of as a four color image. Two of the colors cannot be 
changed. Displaying these two colors in a cursor image will always result in transparent 
and inverse video being displayed.

The remaining two colors can be changed.

Call seSetCursorColor() to change the cursor colors for the current active surface.

Call seSetLcdCursorColor(), seSetCrtCursorColor(), or seSetTvCursorColor() to change 
the color for the surface associated with the function name.

Note
The hardware cursor and ink layer use the same color registers. Consequently, the cursor 
color functions have exactly the same effect on the ink layer color functions.

Parameters: Index Specifies which of the two application changeable colors this operation
is to affect.

Legal values for Index are 0 and 1.

Color The new color to set as the hardware cursor color.

The color values in the dword are arranged as follows:
xxxx xxxx xxxR RRRR xxGG GGGG xxxB BBB

Where x is don’t care (set to 0), R is five bits of red intensity, G is six
bits of green intensity and B is five bits of blue intensity.

Return Value: None.
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void seSetCursorPixel(long x, long y, DWORD Color)
void seSetLcdCursorPixel(long x, long y, DWORD Color)
void seSetCrtCursorPixel(long x, long y, DWORD Color)
void seSetTvCursorPixel(long x, long y, DWORD Color)

Description: These functions are intended for drawing in the hardware cursor area a pixel at a time.

Call seSetCursorPixel() to set a pixel in the cursor associated with the current active sur-
face.

Call seSetLcdCursorPixel(), seSetCrtCursorPixel(), and seSetTvCursorPixel() to set pixels 
in the cursor associated with the display surface indicated in the function name.

Note
SwivelView modes are ignored in these functions. Landscape orientation is used for 
(x,y) co-ordinates.

Parameters: x The X co-ordinate of the cursor, in pixels, at which to set the pixel
color.
Valid values for x range from 0 to 63.

y The Y co-ordinate of the cursor, in pixels, at which to set the pixel
color.
Valid values for y range from 0 to 63.

Color Specifies which of the four cursor colors to set the pixel to. Valid values
for Color are:

0 - to set the pixel to the solid color 0
1 - to set the pixel to the solid color 1
2 - to set the pixel to the transparent color
3 - to set the pixel to the inverted color

Return Value: None.
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void seDrawCursorLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawLcdCursorLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawCrtCursorLine(long x1, long y1, long x2, long y2, DWORD Color)
void seDrawTvCursorLine(long x1, long y1, long x2, long y2, DWORD Color)

Description: These routines assist in defining the cursor shape by drawing a line in the hardware cursor 
between the specified points.

Call seDrawCursorLine() to draw a line in the hardware cursor image associated with the 
current active surface.

Call seDrawLcdCursorLine(), seDrawCrtCursorLine(), or seDrawTvCursorLine() to draw 
a line in the hardware cursor image associated with the display surface indicated in the 
function name.

Note
SwivelView modes are ignored in these functions. Landscape orientation is used for all 
co-ordinates.

Parameter: x1 Specifies the X co-ordinate of the first endpoint of the line measured in
pixels from the left edge of the cursor image.

y1 Specifies the Y co-ordinate of the first endpoint of the line measured in
pixels from the top edge of the cursor image.

x2 Specifies the X co-ordinate of the second endpoint of the line measured
in pixels from the left edge of the cursor image.

y2 Specifies the Y co-ordinate of the second endpoint of the line measured
in pixels from the top edge of the cursor image.

Color Specifies which of the four cursor colors to draw the line with. Valid
values for Color are:

0 - to draw the line in solid color 0
1 - to draw the line in solid color 1
2 - to draw the line in the transparent color
3 - to draw the line in the inverted color

Return Value: None.
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void seDrawCursorRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFIll)
void seDrawLcdCursorRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)
void seDrawCrtCursorRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)
void seDrawTvCursorRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)

Description: These routines draw rectangles on the hardware cursor surface. The rectangle may be 
drawn as just a border or as a solid filled area.

Call seDrawCursorRect() to draw a rectangle in the hardware cursor image associated 
with the current active surface.

Call seDrawLcdCursorRect(), seDrawCrtCursorRect(), or seDrawTvCursorRect() to draw 
a rectangle in the hardware cursor image associated with the display surface indicated by 
the function name.

Parameter: x1 The X co-ordinate for the top left corner of the rectangle measured in
pixels from the left edge of the cursor image.

y1 The Y co-ordinate for the top left corner of the rectangle measured in
pixels from the top of the cursor image.

x2 The X co-ordinate for the bottom right corner of the rectangle measured
in pixels from the left edge of the cursor image.

y2 The Y co-ordinate for the bottom right corner of the rectangle measured
in pixels from the top edge of the cursor image.

Color Specifies which of the four cursor colors to draw the line with. Valid
values for Color are:

0 - to draw the rectangle in solid color 0
1 - to draw the rectangle in solid color 1
2 - to draw the rectangle to the transparent color
3 - to draw the rectangle in the inverted color

SolidFill Flags whether to fill the rectangle or to only draw the border.

Set SolidFill to FALSE to draw only the outline of the rectangle.
Set SolidFill to TRUE to fill the interior of the rectangle.

Return Value: None.
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14.2.10  Ink Layer

The functions in this section support the hardware ink layer. These functions are nearly 
identical to the routines to control the hardware cursor.

The S1D13806 uses the same hardware for both hardware cursor and ink layer, which 
means that only the cursor or the ink layer can be active at any given time. The difference 
between the hardware cursor and the ink layer is that in cursor mode, the image is a 
maximum of 64x64 pixels and can be moved around the display while in ink layer mode 
the image is as large as the physical size of the display and is fixed in position. Both the ink 
layer and hardware cursor have the same number of colors and handle these colors identi-
cally.

Note
The hardware cursor and ink layer do not support SwivelView modes. When drawing 
images, the SwivelView mode is ignored and the hardware cursor and ink layer drawing 
functions alwasy use landscape mode. All other functions, such as the cursor movement 
functions, perform the necessary translation to take SwivelView modes into account.

DWORD seInitInk(void)
DWORD seInitLcdInk(void)
DWORD seInitCrtInk(void)
DWORD seInitTvInk(void)

Description: These functions initialize the ink layer for use. The initialization includes: allocating ink 
layer memory, filling the ink layer image with a transparent color, and enabling the ink 
layer.

If memory was previously allocated for the ink layer or a hardware cursor on the surface 
then this memory is first released.

Call seInitInk() to initialize the ink layer for the current active surface.

Call seInitLcdInk(), seInitCrtInk(), and seInitTvInk() to initialize the ink layer for the sur-
face indicated in the display name.

Parameters: None.

Return Value: The return value is the thirty-two bit offset in CPU address space to the start of the ink 
layer memory. If there is an error the return value is 0.
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void seFreeInk(void)
void seFreeLcdInk(void)
void seFreeCrtInk(void)
void seFreeTvInk(void)

Description: These functions release the memory allocations made by the call to seInitInk().

Prior to calling the seFreeInk() functions, the application must make a call to
seEnableInk() to hide the ink layer.

Call seFreeInk() to free the ink layer memory associated with the current active surface.

Call seFreeLcdInk(), seFreeCrtInk(), or seFreeTvInk() to free the ink layer memory asso-
ciated with the surface indicated in the function name.

Parameters: None.

Return Value: None.

void seEnableInk(int Enable)
void seEnableLcdInk(int Enable)
void seEnableCrtInk(int Enable)
void seEnableTvInk(int Enable)

Description: These functions enable or disable the hardware ink layer. When enabled, the ink layer will 
be visible and when disabled the ink layer will be hidden.

Call seEnableInk() to enable/disable the ink layer associated with the current active sur-
face.

Call seEnableLcdInk(), seEnableCrtInk(), and seEnableTvInk() to enable/disable the hard-
ware ink layer for the surface indicated by the function name.

Recall that the CRT and TV share the same ink layer. Enabling/disabling the ink layer for 
one device will affect the other display as well.

Parameters: Enable A flag indicating whether to enable or disable the ink layer.
Set Enable to FALSE to disable the ink layer or set Enable to TRUE  to
enable the ink layer.

Return Value: None.
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DWORD seGetInkLinearAddress(void)
DWORD seGetLcdInkLinearAddress(void)
DWORD seGetCrtInkLinearAddress(void)
DWORD seGetTvInkLinearAddress(void)

Description: These routines return the linear address for the hardware ink layer through which the 
application can directly access the ink layer memory.

Call seGetInkLinearAddress() to retrieve the address of the ink layer associated with the 
current active surface.

Call seGetLcdInkLinearAddress(), seGetCrtInkLinearAddress(), or seGetTvInkLinearAd-
dress() to retrieve the address of the ink layer associated with the display surface indicated 
in the function name.

Parameters: None.

Return Value: The return value is the linear address of the hardware cursor. A linear address is the 32 bit 
offset in CPU address space where the application can directly read or write the hardware 
ink layer memory.

DWORD seGetInkOffsetAddress(void)
DWORD seGetLcdInkOffsetAddress(void)
DWORD seGetCrtInkOffsetAddress(void)
DWORD seGetTvInkOffsetAddress(void)

Description: These routines return the offset from the start of display memory to the start of the hard-
ware ink layer. Using this offset, an application can use HAL API calls such as seSetWrit-
eDisplayBytes() to access the ink layer memory.

Call seGetInkOffsetAddress() to get the offset to the ink layer associated with the current 
active surface.

Call seGetLcdInkOffsetAddress(), seGetCrtInkOffsetAddress(), and seGetTvInkOff-
setAddress() to retrieve the offset to the ink layer for the surface indicated in the function 
name.

Parameters: None.

Return Value: The return value is the offset, in bytes, from the start of display memory to the start of ink 
layer memory.
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void seSetInkColor(int index, DWORD color)
void seSetLcdInkColor(int index, DWORD color)
void seSetCrtInkColor(int index, DWORD color)
void seSetTvInkColor(int index, DWORD color)

Description: These routines allow the user to set either of the two user definable hardware ink layer
colors.

The hardware ink layer can be thought of as a four color image of which only two colors 
can be changed. The non-changeable colors will displays as transparent and inverted col-
ors.

Call seSetInkColor() to change the colors for the current active surface.

Call seSetLcdInkColor(), seSetCrtInkColor(), or seSetTvInkColor() to change the color 
for the surface indicated by the function name.

Note
The hardware cursor and ink layer use the same color registers. Consequently, the cursor 
color functions have exactly the same effect as the ink layer color functions.

Parameters: Index Specifies which of the two changeable colors to access. Valid
values for Index are 0 and 1.

Color The new color to set as the ink layer color.

The color values in the dword are arranged as follows:
xxxx xxxx xxxR RRRR xxGG GGGG xxxB BBBB

Where x is don’t care (set to 0), R is five bits of red intensity, G is six
bits of green intensity and B is five bits of blue intensity.

Return Value: None.
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void seSetInkPixel(long x, long y, DWORD color)
void seSetLcdInkPixel(long x, long y, DWORD color)
void seSetCrtInkPixel(long x, long y, DWORD color)
void seSetTvInkPixel(long x, long y, DWORD color)

Description: These functions are intended for drawing on the hardware ink layer a pixel at a time.

Call seSetInkPixel() to set a pixel in the ink layer associated with the current active sur-
face.

Call seSetLcdInkPixel(), seSetCrtInkPixel(), and seSetTvInkPixel() to set pixels in the ink 
layer associated with the display surface indicated in the function name.

Note
SwivelView modes are ignored in these functions. Landscape orientation is used for 
(x,y) co-ordinates.

Parameters: x The X co-ordinate of the ink layer, in pixels, at which to set the pixel
color. Valid values for x range from 0 to display width - 1.

y The Y co-ordinate of the ink layer, in pixels, at which to set the pixel
color. Valid values for y range from 0 to display height - 1.

Color Specifies which of the four cursor colors to set the pixel to. Valid values
for Color are:

0 - to set the pixel to the solid color 0
1 - to set the pixel to the solid color 1
2 - to set the pixel to the transparent color
3 - to set the pixel to the inverted color

Return Value: None.
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void seDrawInkLine(long x1, long y1, long x2, long y2, DWORD color)
void seDrawLcdInkLine(long x1, long y1, long x2, long y2, DWORD color)
void seDrawCrtInkLine(long x1, long y1, long x2, long y2, DWORD color)
void seDrawTvInkLine(long x1, long y1, long x2, long y2, DWORD color)

Description: These routines draw lines on the hardware ink layer between two points in the specified 
color.

Call seDrawInkLine() to draw a line in the hardware ink layer associated with the current 
active surface.

Call seDrawLcdInkLine(), seDrawCrtInkLine(), or seDrawTvInkLine() to draw a line in 
the hardware ink layer image associated with the display surface indicated in the function 
name.

Note
SwivelView modes are ignored in these functions. Landscape orientation is used for all 
co-ordinates.

Parameter: x1 Specifies the X co-ordinate of the first endpoint of the line measured in
pixels from the left edge of the display.

y1 Specifies the Y co-ordinate of the first endpoint of the line measured in
pixels from the top edge of the display.

x2 Specifies the X co-ordinate of the second endpoint of the line measured
in pixels from the left edge of the display.

y2 Specifies the Y co-ordinate of the second endpoint of the line measured
in pixels from the top edge of the display.

Color Specifies which of the four ink layer colors to draw the line with. Valid
values for Color are:

0 - to draw the line in solid color 0
1 - to draw the line in solid color 1
2 - to draw the line in the transparent color
3 - to draw the line in the inverted color

Return Value: None.
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void seDrawInkRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)
void seDrawLcdInkRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)
void seDrawCrtInkRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFill)
void seDrawTvInkRect(long x1, long y1, long x2, long y2, DWORD color, BOOL SolidFIll)

Description: These routines draw rectangles on the hardware ink layer surface. The rectangle may be 
drawn as just a border or as a solid filled area.

Call seDrawInkRect() to draw a rectangle in the hardware ink layer cursor image associ-
ated with the current active surface.

Call seDrawLcdInkRect(), seDrawCrtInkRect(), or seDrawTvInkRect() to draw a rectan-
gle in the hardware ink layer associated with the display surface indicated by the function 
name.

Parameter: x1 The X co-ordinate for the top left corner of the rectangle measured in
pixels from the left edge of the display surface.

y1 The Y co-ordinate for the top left corner of the rectangle measured in
pixels from the top edge of the display surface.

x2 The X co-ordinate for the bottom right corner of the rectangle measured
in pixels from the left edge of the display surface.

y2 The Y co-ordinate for the bottom right corner of the rectangle measured
in pixels from the top edge of the display surface.

Color Specifies which of the four ink layer colors to draw the line with. Valid
values for Color are:

0 - to draw the rectangle in solid color 0
1 - to draw the rectangle in solid color 1
2 - to draw the rectangle to the transparent color
3 - to draw the rectangle in the inverted color

SolidFill Flags whether to fill the rectangle or to only draw the border.

Set SolidFill to FALSE to draw only the outline of the rectangle.
Set SolidFill to TRUE to fill the interior of the rectangle.

Return Value: None.
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14.2.11  Register/Display Memory

The S1D13806 utilizes up to 2M bytes of display memory address space. The S1D13806 
contains 1.25M bytes of embedded SDRAM.

In order for an application to directly access the S1D13806 display memory and registers, 
the following two functions are provided.

DWORD seGetLinearDisplayAddress(void)

Description: This function returns the linear address for the start of physical display memory.

Parameters: None.

Return Value: The return value is the linear address of the start of display memory. A linear address is a 
32-bit offset, in CPU address space.

DWORD seGetLinearRegAddress(void)

Description: This function returns the linear address of the start of S1D13806 control registers.

Parameters: None.

Return Value: The return value is the linear address of the start of S1D13806 control registers. A linear 
address is a 32-bit offset, in CPU address space.
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14.3  Porting LIBSE to a new target platform

Building Epson applications like a simple HelloApp for a new target platform requires the 
following:

• HelloApp code.

• 1386HAL library.

• LIBSE library which contains target specific code for embedded platforms.

Figure 14-1: Components needed to build 1386 HAL application

For example, when building HELLOAPP.EXE for the x86 windows 32-bit platform, you 
need the HELLOAPP source files, the 1386HAL library and its include files, and some 
Standard C library functions (which in this case would be supplied by the compiler as part 
of its run-time library). As this is a 32-bit windows .EXE application, you do not need to 
supply start-up code that sets up the chip selects or interrupts, etc... What if you wanted to 
build the application for an SH-3 target, one not running windows? 

Before you can build that application to load onto the target, you need to build a C library 
for the target that contains enough of the target specific code (like putch() and getch()) to 
let you build the application. Epson supplies the LIBSE for this purpose, but your compiler 
may come with one included. You also need to build the 1386HAL library for the target. 
This library is the graphics chip dependent portion of the code. Finally, you need to build 
the final application, linked together with the libraries described earlier. The following 
examples assume that you have a copy of the complete source code for the S1D13806 
utilities, including the makefiles, as well as a copy of the GNU Compiler v2.8.1 for Hitachi 
SH3. These are available on the EPSON Electronics America website at 
www.eea.epson.com, or the EPSON Research and Development website at 
www.erd.epson.com.

HelloApp Source code

1386HAL Library

HelloAppLIBSE for embedded platforms
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14.3.1  Building the LIBSE library for SH3 target example

In the LIBSE files, there are two main types of files:

• C and assembler files that contain the target specific code.

• makefiles that describe the build process to construct the library.

The C and assembler files contain some platform setup code (evaluation board communi-
cations, chip selects) and jumps into the main entry point of the C code that is contained in 
the applications main() function. For our example, the startup file, which is sh3entry.c, 
performs some board configuration (board communications and assigning memory blocks 
with chip selects) and a jump into the applications main() function. 

In the embedded targets, putch (xxxputch.c) and getch (xxxgetch.c) resolve to serial 
character input/output. For SH3, much of the detail of handling serial IO is hidden in the 
monitor of the evaluation board, but in general the primitives are fairly straight forward, 
providing the ability to get characters to/from the serial port.

For our target example, the nmake makefile is makesh3.mk. This makefile calls the Gnu 
compiler at a specific location (TOOLDIR), enumerates the list of files that go into the 
target and builds a .a library file as the output of the build process.

To build the software for our target example, type the following at the root directory of the 
software (i.e. c:\1386).

make "TARGETS=SH3" "BUILDS=release"

14.3.2  Building a complete application for the target example

Source code for this example is available in the file 86_sh3_example.c (part of the file 
86sample.zip). This file is available on the internet at www.erd.epson.com.
S1D13806 Programming Notes and Examples
X28B-G-003-04 Issue Date: 01/02/26



Epson Research and Development Page 155
Vancouver Design Center
15  Sample Code

Example source code demonstrating programming the S1D13806 using the HAL library is 
available on the internet at www.erd.epson.com.
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